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Audience

Preface

The Oracle Database Application Developer’s Guide - Fundamentals describes basic
application development features of Oracle Database 10g. Information in this guide
applies to features that work the same on all supported platforms, and does not
include system-specific information.

This preface contains these topics:
= Audience

= Organization

= Related Documentation

= Conventions

s Documentation Accessibility

Oracle Database Application Developer’s Guide - Fundamentals is intended for
programmers developing new applications or converting existing applications to
run in the Oracle Database environment. This book will also be valuable to systems
analysts, project managers, and others interested in the development of database
applications.

This guide assumes that you have a working knowledge of application
programming, and that you are familiar with the use of Structured Query Language
(SQL) to access information in relational database systems.

Certain sections of this guide also assume a knowledge of the basic concepts of
object-oriented programming.
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Duties of an Application Developer
Activities that are typically required of an application developer include:

Programming in SQL. Your primary source of information for this is the Oracle
Database SQL Reference. In the Oracle Data Warehousing Guide,you can find
information about advanced query techniques, to perform analysis and retrieve
data in a single query,

Interfacing to SQL through other languages, such as PL/SQL, Java, or C/C++.
Sources of information about these other languages include:

s PL/SQL User’s Guide and Reference

»  PL/SQL Packages and Types Reference

»  Oracle Database Java Developer’s Guide
»  Pro*C/C++ Programmer’s Guide

»  Oracle Call Interface Programmer’s Guide and Oracle C++ Call Interface
Programmer’s Guide

»  Oracle Objects for OLE C++ Class Library Developer’s Guide
»  Oracle COM Automation Feature Developer’s Guide

Setting up interactions and mappings between multiple language
environments, as described in "Calling External Procedures" on page 8-1.

Working with schema objects. You might design part or all of a schema, and
write code to fit into an existing schema. You can get full details in Oracle
Database Administrator’s Guide.

Interfacing with the database administrator to make sure that the schema can be
backed up and restored, for example after a system failure or when moving
between a staging machine and a production machine.

Building application logic into the database itself, in the form of stored
procedures, constraints, and triggers, to allow multiple applications to reuse
application logic and code that checks and cleans up errors. For information on
these database features, see "Using Procedures and Packages" on page 7-1,
"Maintaining Data Integrity Through Constraints" on page 3-1, and "Using
Triggers" on page 9-1.

Some degree of performance tuning. The database administrator might help
here. You can find more information in PL/SQL User’s Guide and Reference,
PL/SQL Packages and Types Reference, and Oracle Database Performance Tuning
Guide.



= Some amount of database administration, if you need to maintain your own
development or test system. You can learn about administration in the Oracle
Database Administrator’s Guide.

» Debugging and interpreting error messages. See "Related Documentation” on
page xxxi.

= Making your application available over the network, particularly over the
Internet or company intranet. You can get an overview in "Developing Web
Applications with PL/SQL" on page 13-1, and full details covering various
languages and technologies in the Oracle Application Server documentation.

= Designing the class structure and choosing object-oriented methodologies, if
your application is object-oriented. For more information, see Oracle Database
Application Developer’s Guide - Object-Relational Features, PL/SQL User’s Guide and
Reference, and Oracle Database Java Developer’s Guide.

Organization

This document contains:

Part I: Introduction

This part introduces several ways that you can write Oracle Database applications.
You might need to use more than one language or development environment for a
single application. Some database features are only supported by, or are easier to
access from, certain languages.

Chapter 1, "Programmatic Environments"

This chapter outlines the strengths of the languages, development environments,
and APIs that Oracle Database provides.

Part ll: Designing the Database

Before you develop an application, you need to plan the characteristics of the
associated database. You must choose all the pieces that go into the database, and
how they are put together. Good database design helps ensure good performance
and scalability, and reduces the amount of application logic you code by making the
database responsible for things like error checking and fast data access.
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Chapter 2, "Selecting a Datatype"

This chapter explains how to represent your business data in the database. The
datatypes include fixed- and variable-length character strings, numeric data, dates,
raw binary data, and row identifiers (ROWIDs).

Chapter 3, "Maintaining Data Integrity Through Constraints"

This chapter explains how to use constraints to move error-checking logic out of
your application and into the database.

Chapter 4, "Selecting an Index Strategy"
This chapter explains how to choose the best indexing strategy for your application.

Chapter 5, "How Oracle Database Processes SQL Statements"

This chapter explains SQL topics such as commits, cursors, and locking that you can
take advantage of in your applications.

Chapter 6, "Coding Dynamic SQL Statements"

This chapter describes dynamic SQL, compares native dynamic SQL to the DBMS_
SQL package, and explains when to use dynamic SQL.

Chapter 7, "Using Procedures and Packages"

This chapter explains how to store reusable procedures in the database, and how to
group procedures into packages.

Chapter 8, "Calling External Procedures"

This chapter explains how to code the bodies of computation intensive procedures
in languages other than PL/SQL.

Part Ill: The Active Database

You can include all sorts of programming logic in the database itself, making the
benefits available to many applications and saving repetitious coding work.

Chapter 9, "Using Triggers"

This chapter explains how to make the database do special processing before, after,
or instead of running SQL statements. You can use triggers for things like logging
database access and validating or transforming data.



Chapter 10, "Working With System Events"

This chapter explains how to retrieve information, such as the user ID and database
name, about the event that fires a trigger.

Chapter 11, "Using the Publish-Subscribe Model for Applications"

This chapter introduces the Oracle Database model for asynchronous
communication, also known as messaging or queuing.

Part IV: Developing Specialized Applications

Chapter 12, "Using Regular Expressions With Oracle Database"

This chapter discusses regular expression support built into Oracle Database,
regular expression syntax, and how to write queries using regular expressions in
SQL.

Chapter 13, "Developing Web Applications with PL/SQL"

This chapter explains how to create dynamic Web pages and applications that work
with the Internet, e-mail, and so on, using the PL/SQL language.

Chapter 14, "Porting Non-Oracle Applications to Oracle Database 10g"

This chapter lists features and techniques you can use to make applications run on
Oracle Database 10g that were originally written for another, non-Oracle database.

Chapter 15, "Using Flashback Features"
This chapter describes how to use features that let you examine past data and its
history, and to recover that data.

Chapter 16, "Using Oracle XA with Transaction Monitors"
This chapter describes how to connect Oracle Database with a transaction monitor.

Related Documentation

For more information, see these Oracle resources.

»  Use the PL/SQL User’s Guide and Reference to learn PL/SQL and to get a
complete description of the PL/SQL high-level programming language, which
is Oracle's procedural extension to SQL.
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The Oracle Call Interface (OCI) is described in Oracle Call Interface Programmer’s
Guide and Oracle C++ Call Interface Programmer’s Guide.

You can use the OCI to build third-generation language (3GL) applications that
access the Oracle Database.

The Oracle Database Security Guide discusses security features of the database
that application developers and database administrators need to be aware of.

Oracle also provides the Pro* series of precompilers, which allow you to embed
SQL and PL/SQL in your application programs. If you write 3GL application
programs in C, C++, COBOL, or FORTRAN that incorporate embedded SQL,
then refer to the corresponding precompiler manual. For example, if you
program in C or C++, then refer to the Pro*C/C++ Programmer’s Guide.

Oracle Developer /2000 is a cooperative development environment that
provides several tools including a form builder, reporting tools, and a
debugging environment for PL/SQL. Refer to the appropriate Oracle
Developer /2000 documentation if you use this product.

For SQL information, see the Oracle Database SQL Reference and Oracle Database
Administrator’s Guide. For basic Oracle Database concepts, see Oracle Database
Concepts.

For developing applications that manipulate XML data, see Oracle XML
Developer’s Kit Programmer’s Guide and Oracle XML DB Developer’s Guide.

Oracle Database error message documentation is available only in HTML. If
you have access only to the Oracle Documentation CD, you can browse the
error messages by range. After you find the specific range, use your browser's
"find in page" feature to locate the specific message. When connected to the
Internet, you can search for a specific error message using the error message
search feature of the Oracle Database online documentation.

Many of the examples in this book use the sample schemas of the seed
database, which is installed by default when you install Oracle. Refer to Oracle
Database Sample Schemas for information on how these schemas were created
and how you can use them yourself.

Printed documentation is available for sale in the Oracle Store at
http://oraclestore.oracle.com/
To download free release notes, installation documentation, white papers, or

other collateral, visit the Oracle Technology Network (OTN). You must register
online before using OTN; registration is free and can be done at



http://otn.oracle.com/membership/

If you already have a username and password for OTN, then you can go
directly to the documentation section of the OTN Web site at

http://otn.oracle.com/documentation/

Conventions

This section describes the conventions used in the text and code examples of this

documentation set. It describes:
s Conventions in Text

= Conventions in Code Examples

Conventions in Text

We use various conventions in text to help you more quickly identify special terms.
The following table describes those conventions and provides examples of their use.

Convention Meaning Example
Bold Bold typeface indicates terms that are When you specify this clause, you create an
defined in the text or terms that appear in index-organized table.
a glossary, or both.
Italics Italic typeface indicates book titles or Oracle Database Concepts
emphasis. Ensure that the recovery catalog and target
database do not reside on the same disk.
UPPERCASE Uppercase monospace typeface indicates  You can specify this clause only for a NUMBER
monospace elements supplied by the system. Such column.

(fixed-width
font)

elements include parameters, privileges,
datatypes, RMAN keywords, SQL
keywords, SQL*Plus or utility commands,
packages and methods, as well as
system-supplied column names, database
objects and structures, usernames, and
roles.

You can back up the database by using the
BACKUP command.

Query the TABLE_NAME column in the USER_
TABLES data dictionary view.

Use the DBMS_ STATS.GENERATE_STATS
procedure.
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Convention

Meaning Example

lowercase
monospace

(fixed-width)
font

lowercase
monospace
(fixed-width
font) italic

Lowercase monospace typeface indicates Enter sglplus to open SQL*Plus.
executable, filenames, directory names,
and sample user-supplied elements. Such
elements include computer and database Back up the datafiles and control files in the
names, net service names, and connect /diskl/oracle/dbs directory.
identifiers, as well as user-supplied
database objects and structures, column
names, packages and classes, usernames
and roles, program units, and parameter
values. Set the QUERY REWRITE ENABLED
initialization parameter to true.

The password is specified in the orapwd file.

The department id, department name,
and location_id columns are in the
hr.departments table.

Note: Some programmatic elements use a
mixture of UPPERCASE and lowercase. ~ Connect as oe user.

Enter these elements as shown. The JRepUtil class implements these

methods.

Lowercase monospace italic font You can specify the parallel_clause.

represents placeholders or variables. Run Uold release.SOL where old

release refers to the release you installed
prior to upgrading.

Conventions in Code Examples

Code examples illustrate SQL, PL/SQL, SQL*Plus, and other command-line
statements. They are displayed in a monospace (fixed-width) font and separated
from normal text, as shown in this example:

SELECT username FROM dba_users WHERE username = 'MIGRATE';

The following table describes typographic conventions used in code examples and
provides examples of their use.

Convention

Meaning Example

[]

{}
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Brackets enclose one or more optional DECIMAL (digits [ , precision 1)
items. Do not enter the brackets.

Braces enclose two or more items, one of ~ {ENABLE | DISABLE}
which is required. Do not enter the braces.

A vertical bar represents a choice of two ~ {ENABLE | DISABLE}

or more options within brackets or braces.

Enter one of the options. Do not enter the [COMPRESS | NOCOMPRESS]
vertical bar.



Convention Meaning Example

Horizontal ellipsis points indicate either:

= That we have omitted parts of the CREATE TABLE ... AS subguery;
code that are not directly related to
the example

= That you can repeat a portion of the SELECT coll, col2, ... , coln FROM
employees;
code
Vertical ellipsis points indicate that we
have omitted several lines of code not
directly related to the example.
Other notation You must enter symbols other than acctbal NUMBER(11,2);
brackets, braces, vertical bars, and ellipsis acct CONSTANT NUMBER(4) := 3;
points as shown.
Italics Italicized text indicates placeholders or CONNECT SYSTEM/system password

variables for which you must supply

particular values DB _NAME = database_ name

UPPERCASE Uppercase typeface indicates elements SELECT last name, employee id FROM
supplied by the system. We show these employees;
terms in uppercase in order to distinguish
them from terms you define. Unless terms
appear in brackets, enter them in the DROP TABLE hr.employees;
order and with the spelling shown.
However, because these terms are not
case sensitive, you can enter them in
lowercase.

SELECT * FROM USER TABLES;

lowercase Lowercase typeface indicates SELECT last name, employee id FROM
programmatic elements that you supply. employees;
For example, lowercase indicates names 1plus hr/h
of tables, columns, or files. sqipius fr/hr
CREATE USER mjones IDENTIFIED BY

Note: Some programmatic elements use a ty3MU9;

mixture of UPPERCASE and lowercase.
Enter these elements as shown.

Documentation Accessibility

Our goal is to make Oracle products, services, and supporting documentation
accessible, with good usability, to the disabled community. To that end, our
documentation includes features that make information available to users of
assistive technology. This documentation is available in HTML format, and contains
markup to facilitate access by the disabled community. Standards will continue to
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evolve over time, and Oracle is actively engaged with other market-leading
technology vendors to address technical obstacles so that our documentation can be
accessible to all of our customers. For additional information, visit the Oracle
Accessibility Program Web site at

http://www.oracle.com/accessibility/

Accessibility of Code Examples in Documentation JAWS, a Windows screen
reader, may not always correctly read the code examples in this document. The
conventions for writing code require that closing braces should appear on an
otherwise empty line; however, JAWS may not always read a line of text that
consists solely of a bracket or brace.

Accessibility of Links to External Web Sites in Documentation This
documentation may contain links to Web sites of other companies or organizations
that Oracle does not own or control. Oracle neither evaluates nor makes any
representations regarding the accessibility of these Web sites.
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What's New in Application Development?

The following sections give an overview of new application development features
introduced in this release and some previous releases of the database. Related
documentation on each feature is cross-referenced when it is available.

New Application Development Features in Oracle Database 10g

Release 1

This section discusses new features introduced in Oracle Database 10g Release 1
(10.1).

Regular Expression Support

A set of SQL functions introduced in this release let you perform queries and
manipulate string data using regular expressions. See Chapter 12, "Using
Regular Expressions With Oracle Database" for more information.

Oracle Expression Filter

Oracle Expression Filter lets you store conditional expressions in a column that
you can use in the WHERE clause of a database query. See "Representing
Conditional Expressions as Data" on page 2-32 for more information.

See Also: Oracle Database SQL Reference

Native floating-point datatypes

Column datatypes BINARY_FLOAT and BINARY_DOUBLE are introduced in
this release. These datatypes provide an alternative to using the Oracle NUMBER
datatype, with the following benefits:

= More efficient use of storage resources
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»  Faster arithmetic operations
= Support for numerical algorithms specified in the IEEE 754 Standard

Support for native floating-point datatypes in bind and fetch operations is
provided for the following client interfaces:

= SQL

= PL/SQL

. OCI

= OCCI

»  Pro*C/C++
= JDBC

See Also: "Representing Numeric Data with Number and
Floating-Point Datatypes” on page 2-11
Terabyte-Size Large Object (LOB) support

This release provides support for terabyte-size LOB values (from 8 to 128
terabytes) in the following programmatic environments:

= Java (JDBC)
= OCI
= PL/SQL (package DBMS_LOB)

You can store and manipulate LOB (BLOB, CLOB, and NCLOB) datatypes larger
than 4GB.

See Also: For details on terabyte-size LOB support:
»  Oracle Database Application Developer’s Guide - Large Objects

»  Oracle Call Interface Programmer’s Guide

Flashback

This release has new and enhanced flashback features. You can now do the
following:

= Query the transaction history of a row.



= Obtain the SQL undo syntax for a row, to perform row-level flashback
operations.

s Perform remote queries of past data.

See Also: Chapter 15, "Using Flashback Features"

Oracle Data Provider for NET

Oracle Data Provider for .NET (ODP.NET) is a new programmatic environment
that implements a data provider for Oracle Database. It uses APIs native to
Oracle Database to offer fast and reliable access from any .NET application to
database features and data. ODP.NET also uses and inherits classes and
interfaces available in the Microsoft NET Framework Class Library.

See Also: Oracle Data Provider for NET Developer’s Guide

New Application Development Features in Oracle9i Release 2

This section gives an overview of application development features introduced in
Oracle9i Release 2 (9.2).

Enhancements to Flashback Query

You can perform an Oracle Flashback Query using the AS OF clause of the
SELECT statement rather than going through the DBMS_ FLASHBACK package.
This technique is very flexible, allowing you to perform joins, set operations,
subqueries, and views using different date/time or SCN settings for each table
in the query. You can also restore or capture past data by using a Flashback
Query inside an INSERT or CREATE TABLE AS SELECT statement.

See Also: "Using Flashback Features" on page 15-1

Using PL/SQL Records in INSERT and UPDATE Statements

When you represent related data items using a PL/SQL record, you can
perform insert and update operations using the entire record, instead of
specifying each record field separately.

See Also: PL/SQL User's Guide and Reference

Ability to rename constraints
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If a data management application experiences problems because it tries to create
a constraint when the constraint already exists, you can rename the existing
constraint to avoid the conflict. If you track down a constraint with a cryptic
system-generated name, you can give it a descriptive name to make it easier to
enable and disable later.

See Also: "Renaming Integrity Constraints" on page 3-24

Enhanced support for NCHAR, NVARCHAR?2, and NCLOB types

These globalization-support types can now be used as attributes of SQL and
PL/SQL object types, and in PL/SQL collection types such as varrays and
nested tables.

New XML programming capabilities

New and enhanced built-in types, such as XMLType and XDBURIType, let you
delegate XML parsing, storage, and retrieval to the database.

See Also: Oracle XML DB Developer’s Guide

Enhanced UTL_FILE package

The UTL_FILE package has a number of new functions for performing popular
file operations. You can seek, auto-flush, read and write binary data, delete files,
change file permissions, and more. Use the CREATE DIRECTORY statement
(using double quotation marks around any lowercase names), rather than the
UTL_FILE DIR initialization parameter.

See Also: PL/SQL Packages and Types Reference for details about
these enhancements
User-defined constructors

You can now override the system default constructor for an object type with
your own constructor function.

See Also: PL/SQL User’s Guide and Reference

Access to LOB data within triggers

You can access or change LOB data within BEFORE and INSTEAD OF triggers,
using the : NEW variable.



See Also: "Example: Modifying LOB Columns with a Trigger" on
page 9-18
= Synonyms for types
You can now define synonyms for types.
See Also: Oracle Database Administrator’s Guide for details on
creating synonyms
= Scrollable cursors in Pro*C/C++ applications
Scrollable cursors let you move forward and backward through the result set in

a Pro*C/C++ application.

See Also: "Highlights of Pro*C/C++ Features" on page 1-21

= Support for Connection Pooling in Pro*C/C++

The Connection Pool feature in Pro*C/C++ helps you optimize the performance
of Pro*C/C++ applications.

See Also: "Highlights of Pro*C/C++ Features" on page 1-21

= Better linking in online documentation

Many of the cross-references from this book to other books have been made
more specific, so that they link to a particular place within another book rather
than to its table of contents. If you are reading a printed copy of this book, you
can find the online equivalent, with full search capability, at
http://otn.oracle.com/documentation/.

Java Features Removed from the database in Oracle9i Release 2

This section discusses Java features that were removed from the database in
Oracle9i Database release 2 (version 9.2.0). Support for some of these features was
moved from the database to Oracle Application Server.

The following Java features and related technologies are no longer supported as
integrated components of the database:

= The J2EE stack, comprising:

= Enterprise Java Beans (E]B) Container
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= Oracle JavaServer Pages engine (OJSP)
= Oracle Servlet Engine (OSE)
s Common Object Request Broker Architecture (CORBA) framework

Oracle Application Server now includes Oracle Application Server Containers for
J2EE (OC4J). Migrate any existing applications that use the following technologies
in the database to OC4J: servlets, JSP pages, EJBs, and CORBA objects.

To develop new applications using E]Bs or CORBA, you must use the J2EE
components that are part of Oracle Application Server. E]Bs and CORBA are no
longer supported within the database.

You can still access the database from these components using Oracle Application
Server as a middle-tier. You can still write Java stored procedures and Java methods
for object types within database applications.

For more information on OC4J, visit the Oracle Application Server documentation
pages at:

http://otn.oracle.com/documentation/

See Also:
s Oracle Database [DBC Developer’s Guide and Reference

New Application Development Features in Oracle9i Release 1

This section gives an overview of application development features introduced in
Oracle9i Release 1 (9.0.1).

= Integration of SQL and PL/SQL parsers

PL/SQL now supports the complete range of syntax for SQL statements, such
as INSERT, UPDATE, DELETE, and so on. If you received errors for valid SQL
syntax in PL/SQL programs before, those statements should now work.

Because of more consistent error-checking, you might find that some invalid
code is now found at compile time instead of producing an error at runtime, or
vice versa. You might need to change the source code as part of the migration
procedure.

See Also: Oracle Database Upgrade Guide for details on the
complete migration procedure
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Resumable Storage Allocation

When an application encounters some kinds of storage allocation errors, it can
suspend operations and take action such as resolving the problem or notifying
an operator. The operation can be resumed when storage is added or freed.

See Also: "Resuming Execution After a Storage Error Condition"
on page 5-38
Flashback

This release has new and enhanced flashback features. You can now do the
following:

= Query the transaction history of a row.

= Obtain the SQL undo syntax for a row, to perform row-level flashback
operations.

= Perform remote queries of past data.

See Also: "Using Flashback Features" on page 15-1

WITH Clause for Reusing Complex Subqueries

Rather than repeat a complex subquery, you can give it a name and refer to that
name multiple times within the same query. This is convenient for coding; it
also helps the optimizer find common code that can be optimized.

See Also: Oracle Database Administrator’s Guide for details on
creating synonyms

New Date and Time Types

The new datatype TIMESTAMP records time values including fractional
seconds. New datatypes TIMESTAMP WITH TIME ZONE and TIMESTAMP
WITH LOCAL TIME ZONE allow you to adjust date and time values to account
for time zone differences. You can specify whether the time zone observes
daylight savings time. New datatypes INTERVAL DAY TO SECOND and
INTERVAL YEAR TO MONTH represent differences between two date and time
values, simplifying date arithmetic.
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See Also:
= "Summary of Oracle Built-In Datatypes" on page 2-2
= "Representing Date and Time Data" on page 2-20

Better Integration of LOB Datatypes
You can use character functions on CLOB and NCLOB types. You can treat BLOB
types as RAWs. Conversions between LOBs and other types are much simpler
now, particularly when converting from LONG to LOB types.

See Also:

= "Representing Large Amounts of Data" on page 2-34

= "How Oracle Database Converts Datatypes" on page 2-40

= "Representing Character Data" on page 2-8

Improved Globalization and National Language Support

Data can be stored in Unicode format using fixed-width or variable-width
character sets. String handling and storage declarations can be specified using
character lengths, where the number of bytes is computed for you, or explicit
byte lengths. You can set up the entire database to use the same length
semantics for strings, or specify the settings for individual procedures; this
setting is remembered if a procedure is invalidated.

See Also: "Representing Character Data" on page 2-8

Enhancements to Bulk Operations

You can now perform bulk SQL operations, such as bulk fetches, using native
dynamic SQL (the EXECUTE IMMEDIATE statement). You can perform bulk
insert or update operations that continue despite errors on some rows, then
examine the individual row problems after the operation is complete.

See Also: "Overview of Bulk Binds" on page 7-17

Improved Support for PL/SQL Web Applications

The UTL._HTTP and UTL_SMTP packages have a number of enhancements, such
as letting you access password-protected Web pages, and sending e-mail with
attachments.



See Also: Chapter 13, "Developing Web Applications with
PL/SQL" on page 13-1
Native Compilation of PL/SQL Code

Improve performance by compiling Oracle-supplied and user-written stored
procedures into native executables, using typical C development tools. This
setting is saved, so that the procedure is compiled the same way if it is later
invalidated.

See Also: "Compiling PL/SQL Procedures for Native Execution"

on page 7-21
Oracle C++ Call Interface (OCCI) API
The OCCI API lets you write fast, low-level database applications using C++. It
is similar to the Oracle Call Interface (OCI) API.

See Also: "Overview of OCI and OCCI" on page 1-25

Secure Application Roles

In OracleYi, application developers no longer need to secure a role by
embedding passwords inside applications. They can create application roles
and specify which PL/SQL package is authorized to enable the roles.
Application roles enabled by PL/SQL packages are called secure application
roles.

Creating Application Contexts
You can create an application context by entering a command like:

CREATE CONTEXT Order entry USING Apps.Oe ctx;

Alternatively, you can use Oracle Policy Manager to create an application
context.

Dedicated External Procedure Agents

You can run external procedure agents (the EXTPROC entry in tnsnames.ora)
under different instances of Oracle Database or on entirely separate machines.
This lets you configure external procedures more robustly, so that if one
external procedure fails, other external procedures can continue running in a
different agent process.
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See Also:
» '"Loading External C Procedures" on page 8-5

= '"Publishing External Procedures" on page 8-10
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Programmatic Environments

This chapter contains these topics:

Overview of Developing an Oracle Database Application
Overview of PL/SQL

Overview of Java Support Built Into the Database
Overview of Pro*C/C++

Overview of Pro*COBOL

Overview of OCI and OCCI

Overview of Oracle Data Provider for NET (ODP.NET)
Overview of Oracle Objects for OLE (O0O40)

Choosing a Programming Environment
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Overview of Developing an Oracle Database Application

As an application developer, you have many choices when it comes to writing a
program to interact with the database.

Client/Server Model

In a traditional client/server program, the code of your application runs on a
machine other than the database server. Database calls are transmitted from this
client machine to the database server. Data is transmitted from the client to the
server for insert and update operations, and returned from the server to the client
for query operations. The data is processed on the client machine. Client/server
programs are typically written using precompilers, where SQL statements are
embedded within the code of another language such as C, C++, or COBOL.

Server-Side Coding

You can develop application logic that resides entirely inside the database, using
triggers that are executed automatically when changes occur in the database, or
stored procedures that are called explicitly. Off-loading the work from your
application lets you reuse code that performs verification and cleanup, and control
database operations from a variety of clients. For example, by making stored
procedures callable through a Web server, you can construct a Web-based user
interface that performs the same functions as a client/server application.

Two-Tier Versus Three-Tier Models

Client/server computing is often referred to as a two-tier model: your application
communicates directly with the database server. In the three-tier model, another
server (known as the application server) processes the requests. The application
server might be a basic Web server, or might perform advanced functions like
caching and load-balancing. Increasing the processing power of this middle tier lets
you lessen the resources needed by client systems, resulting in a thin client
configuration where the client machine might need only a Web browser or other
means of sending requests over the TCP/IP or HTTP protocols.

User Interface

The interface that your application displays to end users depends on the technology
behind the application, as well as the needs of the users themselves. Experienced
users might enter SQL commands that are passed on to the database. Novice users
might be shown a graphical user interface that uses the graphics libraries of the
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client system (such as Windows or X-Windows). Any of these traditional user
interfaces can also be provided in a Web browser using HTML and Java.

Stateful Versus Stateless User Interfaces

In traditional client/server applications, the application can keep a record of user
actions and use this information over the course of one or multiple sessions. For
example, past choices can be presented in a menu so that they do not have to be
entered again. When the application is able to save information like this, we refer to
the application as stateful.

Web or thin-client applications that are stateless are easier to develop. This means
that they gather all the required information, process it using the database, and then
start over from the beginning with the next user. This is a popular way to process
single-screen requests such as customer registration.

There are many ways to add stateful behavior to Web applications that are stateless
by default. For example, an entry form on one Web page can pass information on to
subsequent Web pages, allowing you to construct a wizard-like interface that
remembers the user's choices through several different steps. Cookies can be used to
store small items of information on the client machine, and retrieve them when the
user returns to a Web site. Servlets can be used to keep a database session open and
store variables between requests from the same client.

Overview of PL/SQL

PL/SQL is Oracle's procedural extension to SQL, the standard database access
language. An advanced 4GL (fourth-generation programming language'), PL/SQL
offers seamless SQL access, tight integration with Oracle Database and associated
tools, portability, security, and modern software engineering features such as data
encapsulation, overloading, exception handling, and information hiding.

With PL/SQL, you can manipulate data with SQL statements, and control program
flow with procedural constructs such as IF-THEN and LOOP. You can also declare
constants and variables, define procedures and functions, use collections and object
types, and trap run-time errors.

Applications written using any of the Oracle programmatic interfaces can call
PL/SQL stored procedures and send blocks of PL/SQL code to the server for
execution. 3GL (third-generation programming language?) applications can access

1 4GL: An "a%plication specific" language, with built-in treatment of an application domain.
PL/SQL and SQL have built-in treatment of the database domain.
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PL/SQL scalar and composite datatypes through host variables and implicit
datatype conversion.

Because it runs inside the database, PL/SQL code is very efficient for data-intensive
operations, and minimizes network traffic in client/server applications.

PL/SQL's tight integration with Oracle Developer lets you develop the client and
server components of your application in the same language, then partition the
components for optimal performance and scalability. Also, Oracle's Web Forms lets
you deploy your applications in a multitier Internet or intranet environment
without modifying a single line of code.

See Also: PL/SQL User’s Guide and Reference

A Simple PL/SQL Example

The procedure debit_account takes money from a bank account. It accepts an
account number and an amount of money as parameters. It uses the account
number to retrieve the account balance from the database, then computes the new
balance. If this new balance is less than zero, the procedure jumps to an error
routine; otherwise, it updates the bank account.

PROCEDURE debit account (acct id INTEGER, debit amount REAL) IS
old balance REAL;
new balance REAL;
overdrawn EXCEPTION;
BEGIN
SELECT bal INTO old balance FROM accts
WHERE acct no = acct id;
new_balance := old balance - debit_amount;
IF new balance < 0 THEN
RAISE overdrawn;
ELSE
UPDATE accts SET bal = new balance
WHERE acct no = acct id;
END IF;
COMMIT;
EXCEPTION
WHEN overdrawn THEN
-- handle the error
END debit account;

2 3GL: A lan: uage designed to be easier than assembler language for a human to
understand. It Includes things like named variables. Unlike 4GL, it is not specific to a
particular application domain.
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Advantages of PL/SQL

PL/SQL is a completely portable, high-performance transaction processing
language that offers the following advantages:

Full Support for SQL

PL/SQL lets you use all the SQL data manipulation, cursor control, and transaction
control commands, as well as all the SQL functions, operators, and pseudocolumns.
So, you can manipulate Oracle Database data flexibly and safely. PL/SQL fully
supports SQL datatypes, reducing conversions as data is passed between
applications and the database.

Dynamic SQL is a programming technique that lets you build and process SQL
statements "on the fly" at run time. It gives PL/SQL flexibility comparable to
scripting languages such as Perl, Korn shell, and Tcl.

Tight Integration with Oracle Database

PL/SQL supports all the SQL datatypes. Combined with the direct access that SQL
provides, these shared datatypes integrate PL/SQL with the Oracle Database data
dictionary.

The $TYPE and $ROWTYPE attributes let your code adapt as table definitions
change. For example, the $TYPE attribute declares a variable based on the type of a
database column. If the column's type changes, your variable uses the correct type
at run time. This provides data independence and reduces maintenance costs.

Better Performance

If your application is database intensive, you can use PL/SQL blocks to group SQL
statements before sending them to Oracle Database for execution. This can
drastically reduce the communication overhead between your application and
Oracle Database.

PL/SQL stored procedures are compiled once and stored in executable form, so
procedure calls are quick and efficient. A single call can start a compute-intensive
stored procedure, reducing network traffic and improving round-trip response
times. Executable code is automatically cached and shared among users, lowering
memory requirements and invocation overhead.
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Higher Productivity

PL/SQL adds procedural capabilities, such as Oracle Forms and Oracle Reports. For
example, you can use an entire PL/SQL block in an Oracle Forms trigger instead of
multiple trigger steps, macros, or user exits.

PL/SQL is the same in all environments. As soon as you master PL/SQL with one
Oracle tool, you can transfer your knowledge to others, and so multiply the
productivity gains. For example, scripts written with one tool can be used by other
tools.

Scalability

PL/SQL stored procedures increase scalability by centralizing application
processing on the server. Automatic dependency tracking helps you develop
scalable applications.

The shared memory facilities of the shared server (formerly known as
Multi-Threaded Server or MTS) enable Oracle Database to support many thousands
of concurrent users on a single node. For more scalability, you can use the Oracle
Connection Manager to multiplex network connections.

Maintainability

Once validated, a PL/SQL stored procedure can be used with confidence in any
number of applications. If its definition changes, only the procedure is affected, not
the applications that call it. This simplifies maintenance and enhancement. Also,
maintaining a procedure on the server is easier than maintaining copies on various
client machines.

PL/SQL Support for Object-Oriented Programming

Object Types An object type is a user-defined composite datatype that encapsulates a
data structure along with the functions and procedures needed to manipulate the
data. The variables that form the data structure are called attributes. The functions
and procedures that characterize the behavior of the object type are called methods,
which you can implement in PL/SQL.

Object types are an ideal object-oriented modeling tool, which you can use to
reduce the cost and time required to build complex applications. Besides allowing
you to create software components that are modular, maintainable, and reusable,
object types allow different teams of programmers to develop software components
concurrently.
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Collections A collection is an ordered group of elements, all of the same type (for
example, the grades for a class of students). Each element has a unique subscript
that determines its position in the collection. PL/SQL offers two kinds of
collections: nested tables and varrays (short for variable-size arrays).

Collections work like the set, queue, stack, and hash table data structures found in
most third-generation programming languages. Collections can store instances of an
object type and can also be attributes of an object type. Collections can be passed as
parameters. So, you can use them to move columns of data into and out of database
tables or between client-side applications and stored subprograms. You can define
collection types in a PL/SQL package, then use the same types across many
applications.

Portability

Applications written in PL/SQL can run on any operating system and hardware
platform where Oracle Database runs. You can write portable program libraries and
reuse them in different environments.

Security

PL/SQL stored procedures let you divide application logic between the client and
the server, to prevent client applications from manipulating sensitive Oracle
Database data. Database triggers written in PL/SQL can prevent applications from
making certain updates, and can audit user queries.

You can restrict access to Oracle Database data by allowing users to manipulate it
only through stored procedures that have a restricted set of privileges. For example,
you can grant users access to a procedure that updates a table, but not grant them
access to the table itself.

See Also: Oracle Database Security Guide for details on database
security features

Built-In Packages for Application Development
= DBMS PIPE is used to communicate between sessions.

= DBMS ALERT is used to broadcast alerts to users.

= DBMS LOCKand DBMS TRANSACTION are used for lock and transaction
management.

= DBMS_ AQis used for Advanced Queuing.

= DBMS_ LOB s used to manipulate large objects.
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= DBMS ROWID is used for employing ROWID values.
= UTL RAWis the RAW facility.

= UTL_REF is for work with REF values.

Built-In Packages for Server Management
= DBMS_SESSION is for session management by DBAs.

= DBMS_SPACE and DBMS_SHARED_POOL provide space information and
reserve shared pool resources.

= DBMS_JOB is used to schedule jobs in the server.

Built-In Packages for Distributed Database Access

These provide access to snapshots, advanced replication, conflict resolution,
deferred transactions, and remote procedure calls.

Overview of Java Support Built Into the Database

This section gives an overview of built-in database features that support Java
applications. The database includes the core JDK libraries such as java.lang,
java. io, and so on. The database supports client-side Java standards such as JDBC
and SQLJ, and provides server-side JDBC and SQL]J drivers that allow
data-intensive Java code to run within the database.

See Also:

s Oracle Database Concepts for background information about Java
and how the database supports it

»  Oracle Database Java Developer’s Guide
»  Oracle Database [DBC Developer’s Guide and Reference
»  Oracle Database JPublisher User’s Guide

Overview of Oracle JVM

Oracle JVM, the Java Virtual Machine provided with the Oracle Database, is
compliant with the J2SE version 1.4.x specification and supports the database
session architecture.

1-8 Oracle Database Application Developer's Guide - Fundamentals



Overview of Java Support Built Into the Database

Any database session can activate a dedicated JVM. All sessions share the same
JVM code and statics; however, private states for any given session are held, and
subsequently garbage collected, in an individual session space.

This design provides the following benefits:

= Java applications have the same session isolation and data integrity as SQL
operations.

= There is no need to run Java in a separate process for data integrity.
= Oracle JVM is a robust JVM with a small memory footprint.

s The JVM has the same linear SMP scalability as the database and can support
thousands of concurrent Java sessions.

Oracle JVM works consistently with every platform supported by Oracle Database.
Java applications that you develop using Oracle JVM can be ported to any
supported platform easily.

Oracle JVM includes a deployment-time native compiler that enables Java code to
be compiled once, stored in executable form, shared among users, and invoked
more quickly and efficiently.

Security features of the database are also available using Oracle JVM. Java classes
must be loaded in a database schema (using Oracle JDeveloper, a third-party IDE,
SQL*Plus, or the loadjava utility) before they can be invoked. Java class invocation
is secured and controlled through database authentication and authorization, Java 2
security, and invoker's or definer's rights.

Overview of Oracle Extensions to JDBC

JDBC (Java Database Connectivity) is an API (Applications Programming Interface)
that allows Java to send SQL statements to an object-relational database such as
Oracle Database.

The JDBC standard defines four types of JDBC drivers:
= Typel. AJDBC-ODBC bridge. Software must be installed on client systems.

= Type 2. Has Native methods (calls C or C++) and Java methods. Software must
be installed on the client.

»  Type 3. Pure Java. The client uses sockets to call middleware on the server.

= Type 4. The most pure Java solution. Talks directly to the database using Java
sockets.
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JDBC is based on the X/Open SQL Call Level Interface, and complies with the
SQLI2 Entry Level standard.

You can use JDBC to do dynamic SQL. Dynamic SQL means that the embedded
SQL statement to be executed is not known before the application is run, and
requires input to build the statement.

The drivers that are implemented by Oracle have extensions to the capabilities in
the JDBC standard that was defined by Sun Microsystems. Oracle's
implementations of JDBC drivers are described next. Oracle Database support of
and extensions to various levels of the JDBC standard are described in "Oracle
Database Extensions to JDBC Standards" on page 1-11.

JDBC Thin Driver

The JDBC thin driver is a Type 4 (100% pure Java) driver that uses Java sockets to
connect directly to a database server. It has its own implementation of a Two-Task
Common (TTC), a lightweight implementation of TCP/IP from Oracle Net. It is
written entirely in Java and is therefore platform-independent.

The thin driver does not require Oracle software on the client side. It does need a
TCP/IP listener on the server side. Use this driver in Java applets that are
downloaded into a Web browser, or in applications where you do not want to install
Oracle client software. The thin driver is self-contained, but it opens a Java socket,
and thus can only run in a browser that supports sockets.

JDBC OCI Driver

The OCI driver is a Type 2 JDBC driver. It makes calls to the OCI (Oracle Call
Interface) which is written in C, to interact with Oracle Database, thus using native
and Java methods.

The OCI driver allows access to more features than the thin driver, such as
Transparent Application Fail-Over, advanced security, and advanced LOB
manipulation.

The OCI driver provides the highest compatibility between the different Oracle
Database versions, from 7 to 9i. It also supports all installed Oracle Net adapters,
including IPC, named pipes, TCP/IP, and IPX/SPX.

Because it uses native methods (a combination of Java and C) the OCI driver is
platform-specific. It requires a client Oracle8i or later installation including Oracle
Net (formerly known as Net8), OCI libraries, CORE libraries, and all other
dependent files. The OCI driver usually executes faster than the thin driver.
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The OCI driver is not appropriate for Java applets, because it uses a C library that is
platform-specific and cannot be downloaded into a Web browser. It is usable in J2EE
components running in middle-tier application servers, such as Oracle Application
Server. Oracle Application Server provides middleware services and tools that
support access between applications and browsers.

JDBC Server-Side Internal Driver

The JDBC server-side internal driver is a Type 2 driver that runs inside the database
server, reducing the number of round-trips needed to access large amounts of data.
The driver, the Java server VM, the database, the Java native compiler which speeds
execution by as much as 10 times, and the SQL engine all run within the same
address space.

This driver provides server-side support for any Java program used in the database:
SQLJ stored procedures, functions, and triggers, and Java stored procedures. You
can also call PL/SQL stored procedures, functions, and triggers.

The server driver fully supports the same features and extensions as the client-side
drivers.

Oracle Database Extensions to JDBC Standards
Oracle Database includes the following extensions to the JDBC 1.22 standard:

= Support for Oracle datatypes

s Performance enhancement by row prefetching

= Performance enhancement by execution batching

= Specification of query column types to save round-trips
= Control of DatabaseMetaData calls

Oracle Database supports all APIs from the JDBC 2.0 standard, including the core
APIs, optional packages, and numerous extensions. Some of the highlights include
datasources, JTA and distributed transactions.

Oracle Database supports these features from the JDBC 3.0 standard:
= Support for JDK 1.4.

= Toggling between local and global transactions.

= Transaction savepoints.

= Reuse of prepared statements by connection pools.
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Sample JDBC 2.0 Program

The following example shows the recommended technique for looking up a data
source using JNDI in JDBC 2.0:

// import the JDBC packages
import java.sql.*;

import javax.sql.*;

import oracle.jdbc.pool.*;

InitialContext ictx = new InitialContext();

DataSource ds = (DataSource)ictx.lookup ("jdbc/OracleDS") ;
Connection conn = ds.getConnection();

Statement stmt = conn.createStatement () ;

ResultSet rs = stmt.executeQuery ("SELECT ename FROM emp") ;
while ( rs.next() ) {

out.println( rs.getString("ename") + "<br>");

}

conn.close() ;

Sample Pre-2.0 JDBC Program

The following source code registers an Oracle JDBC thin driver, connects to the
database, creates a Statement object, executes a query, and processes the result set.

The SELECT statement retrieves and lists the contents of the ENAME column of the
EMP table.

import java.sql.*
import java.math.*
import java.io.*
import java.awt.*

class JdbcTest {
public static void main (String args []) throws SQLException {
// Load Oracle driver
DriverManager.registerDriver (new oracle.jdbc.OracleDriver());

// Connect to the local database
Connection conn =
DriverManager.getConnection ("jdbc:oracle:thin:@myhost:1521:0rcl",
"scott", "tiger");

// Query the employee names

Statement stmt = conn.createStatement ();
ResultSet rset = stmt.executeQuery ("SELECT ENAME FROM EMP");
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// Print the name out
while (rset.next ())
System.out.println (rset.getString (1)) ;
// Close the result set, statement, and the connection
rset.close();
stmt.close() ;
conn.close();

}
}

One Oracle Database extension to the JDBC drivers is a form of the
getConnection () method that uses a Properties object. The Properties
object lets you specify user, password, and database information as well as row
prefetching and execution batching.

To use the OCI driver in this code, replace the Connection statement with:

Connection conn = DriverManager.getConnection ("jdbc:oracle:oci8:@MyHostString",
"scott", "tiger");

where MyHostString is an entry in the TNSNAMES.ORA file.

If you are creating an applet, the getConnection () and registerDriver ()
strings will be different.

JDBC in SQLJ Applications

JDBC code and SQLJ code (see "Overview of Oracle SQL]J" on page 1-13)
interoperate, allowing dynamic SQL statements in JDBC to be used with both static
and dynamic SQL statements in SQL]J. A SQLJ iterator class corresponds to the
JDBC result set.

See Also: Oracle Database JDBC Developer’s Guide and Reference for
more information on JDBC

Overview of Oracle SQLJ
SQLJ is an ANSI SQL-1999 standard for embedding SQL statements in Java source
code. SQL]J provides a simpler alternative to JDBC for both client-side and
server-side SQL data access from Java.
A SQL]J source file contains Java source with embedded SQL statements. Oracle
SQLJ supports dynamic as well as static SQL. Support for dynamic SQL is an Oracle
extension to the SQLJ standard.
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Note: The term "SQLJ," when used in this manual, refers to the
Oracle SQL] implementation, including Oracle SQL] extensions.

Oracle Database provides a translator and a run time driver to support SQLJ. The
SQL]J translator is 100% pure Java and is portable to any JVM that is compliant with
JDK version 1.1 or higher.

The Oracle SQLJ translator performs the following tasks:

s Translates SQLJ source to Java code with calls to the SQL] run time driver. The
SQLJ translator converts the source code to pure Java source code, and can
check the syntax and semantics of static SQL statements against a database
schema and verify the type compatibility of host variables with SQL types.

= Compiles the generated Java code using the Java compiler.

= (Optional) Creates profiles for the target database. SQL] generates "profile" files
with customization specific to Oracle Database.

Oracle Database supports SQLJ stored procedures, functions, and triggers which
execute in the Oracle JVM. SQL]J is integrated with JDeveloper. Source-level
debugging support for SQLJ is available in JDeveloper.

Here is an example of a simple SQL]J executable statement, which returns one value
because empno is unique in the emp table:

String name;
#sql { SELECT first name INTO :name FROM employees WHERE employee id=112 };
System.out.println("Name is " + name + ", employee number = " + employee id);

Each host variable (or qualified name or complex Java host expression) included in
a SQL expression is preceded by a colon (:). Other SQL] statements are declarative
(they declare Java types). For example, you can declare an iterator (a construct
related to a database cursor) for queries that retrieve many values, as follows:

#sql iterator EmpIter (String EmpNam, int EmpNumb) ;

See Also: For more examples and details on Oracle SQL]J syntax:
»  Oracle Database JPublisher User’s Guide

= Sample SQLJ code available on the Oracle Technology Network
Web site: http://otn.oracle.com/
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Benefits of SQLJ

Oracle SQLJ extensions to Java allow rapid development and easy maintenance of
applications that perform database operations through embedded SQL.

In particular, Oracle SQLJ:

= Provides a concise, legible mechanism for database access from static SQL. Most
SQL in applications is static. SQL]J provides more concise and less error-prone
static SQL constructs than JDBC does.

s Checks static SQL at translate time.

= Provides an SQL Checker module for verification of syntax and semantics at
translate-time.

= Provides flexible deployment configurations. This makes it possible to
implement SQL]J on the client or database side or in the middle tier.

= Supports a software standard. SQL]J is an effort of a group of vendors and will
be supported by all of them. Applications can access multiple database vendors.

= Provides source code portability. Executables can be used with all of the
vendors' DBMSs if the code does not rely on any vendor-specific features.

= Enforces a uniform programming style for the clients and the servers.

= Integrates the SQL]J translator with Oracle JDeveloper, a graphical IDE that
provides SQLJ translation, Java compilation, profile customizing, and
debugging at the source code level, all in one step.

= Includes Oracle type extensions. Datatypes supported include: LOB datatypes,
ROWID, REF CURSOR, VARRAY, nested table, user-defined object types, RAW, and
NUMBER.

Comparing SQLJ with JDBC

JDBC provides a complete dynamic SQL interface from Java to databases. It gives
developers full control over database operations. SQL] simplifies Java database
programming to improve development productivity.

JDBC provides fine-grained control of the execution of dynamic SQL from Java,
while SQL]J provides a higher-level binding to SQL operations in a specific database
schema. Here are some differences:

= SQLJ source code is more concise than equivalent JDBC source code.

= SQLJ uses database connections to type-check static SQL code. JDBC, being a
completely dynamic API, does not.
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= SQLJ provides strong typing of query outputs and return parameters and
allows type-checking on calls. JDBC passes values to and from SQL without
compile-time type checking.

= SQLJ programs allow direct embedding of Java bind expressions within SQL
statements. JDBC requires a separate get or set statement for each bind variable
and specifies the binding by position number.

= SQLJ provides simplified rules for calling SQL stored procedures and functions.
For example, the following JDBC excerpt requires a generic call to a stored
procedure or function, in this case fun, to have the following syntax. (This
examples shows SQL92 and Oracle JDBC syntaxes. Both are allowed.)

prepStmt .prepareCall ("{call fun(?,?)}"); //stored procedure SQL92

prepStmt .prepareCall ("{? = call fun(?,?)}"); //stored function SQL92

prepStmt.prepareCall ("begin fun(:1,:2);end;"); //stored procedure Oracle
(

prepStmt.prepareCall ("begin :1 := fun(:2,:3);end;");//stored func Oracle

Here is the SQLJ equivalent:

#sql {call fun(param list) }; //Stored procedure
// Declare x

#sql x = {VALUES (fun(param list)) }; // Stored function
// where VALUES is the SQL construct

The following benefits are common to SQLJ and JDBC:
= SQLJ source files can contain JDBC calls. SQL] and JDBC are interoperable.

s Oracle JPublisher generates custom Java classes to be used in your SQLJ or
JDBC application for mappings to Oracle object types and collections.

= Java and PL/SQL stored procedures can be used interchangeably.

SQLJ Stored Procedures in the Server

SQLJ applications can be stored and executed in the server. To do so, you can use
the following techniques:

» Translate, compile, and customize the SQL]J source code on a client and load the
generated classes and resources into the server with the 1oadjava utility. The
classes are typically stored in a Java archive (. jar) file.

= Load the SQL] source code into the server, also using 1oadjava, where it is
translated and compiled by the server's embedded translator.
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See Also: Oracle Database JPublisher User’s Guide for more
information on using stored procedures with Oracle SQLJ

Overview of Oracle JPublisher

Oracle JPublisher is a code generator that automates the process of creating
database-centric Java classes by hand. Oracle JPublisher is a client-side utility and is
built into the database system. You can run Oracle JPublisher from the
command-line or directly from the Oracle JDeveloper IDE.

Oracle JPublisher inspects PL/SQL packages and database object types such as SQL
object types, VARRAY types, and nested table types; then generates a Java class that
is a wrapper around the PL/SQL package with corresponding fields and methods.

The generated Java class can be incorporated and used by Java clients or J2EE
components to exchange and transfer object type instances to and from the database
transparently.

See Also: Oracle Database JPublisher User’s Guide

Overview of Java Stored Procedures

Java stored procedures allow you to implement programs that run in the database
server, independent from programs that run in the middle tier. Structuring your
applications in this way reduces complexity and increases reuse, security,
performance, and scalability.

For example, you can create a Java stored procedure that performs operations that
require data persistence and a separate program to perform presentation or
business logic operations.

Java stored procedures interface with SQL using a similar execution model as
PL/SQL.

Overview of Database Web Services

Web services represent a distributed computing paradigm for Java application
development that is an alternative to earlier Java protocols such as JDBC. It allows
application-to-application interaction using XML and Web protocols. The key
technologies used in Web services are:

= Web Services Description Language (WSDL)—A standard format for creating
an XML document that specifies the operations and parameters, including
parameter types, provided by a Web service. In addition, a WSDL document
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describes the location, the transport protocol, and the invocation style for the
Web service.

= Simple Object Access Protocol (SOAP) messaging—An XML-based message
protocol used by Web services. SOAP does not prescribe a specific transport
mechanism, such as HTTP, FTP, SMTP, or JMS; however, most Web services
accept messages using HTTP or HTTPS.

= Universal Description, Discovery, and Integration (UDDI) business registry—A
directory that businesses use to list Web services on the internet. The UDDI
registry is often compared to a telephone directory, listing unique identifiers
(white pages), business categories (yellow pages), and how to bind to a service
protocol (green pages).

Web services can use a variety of techniques and protocols. For example,
dispatching can happen in a synchronous (typical) or asynchronous manner,
invocation can be performed in RPC-style (a single operation with arguments is
sent and a response returned) or in message style (a one-way SOAP document
exchange), and different encoding rules can be used (literal or encoded). When
calling a Web service, you may know everything about it beforehand (static
invocation), or you can discover its operations and transport endpoints on the fly
(dynamic invocation).

Database as a Web Service Provider

The database can function as either a Web service provider or as a Web service
consumer. When used as a Web services provider, the database enables sharing and
disconnected access to stored procedures, data, metadata, and other database
resources such as the queuing and messaging systems.

As a Web service provider, the database provides a disconnected and heterogeneous
environment that:

= Exposes PL/SQL as well as Java stored procedures
= Exposes SQL Queries and DML statements

= Exposes XML operations using existing and emerging XML APIs such as XSU,
SQL/X, and XQuery.

= Exposes Advanced Queuing queues and operations

= Enables deferred invocation of database operations

Database as a Web Service Consumer
In some situations, the database functions as a Web service consumer.
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For example, when business data is available dynamically from an external Web
service, your database application might need to:

Fire a trigger on a data value received from a Web service.

Monitor and query dynamic data over time, such as stock prices, mortgage
interest rates, currency exchange rates, or atmospheric data.

Overview of Writing Procedures and Functions in Java

You write these named blocks and then define them using the 1oadjava command
or SQL CREATE FUNCTION, CREATE PROCEDURE, or CREATE PACKAGE statements.
These Java methods can accept arguments and are callable from:

SQL CALL statements.

Embedded SQL CALL statements.

PL/SQL blocks, subprograms and packages.

DML statements (INSERT, UPDATE, DELETE, and SELECT).

Oracle development tools such as OCI, Pro*C/C++ and Oracle Developer.

Oracle Java interfaces such as JDBC, SQL]J statements, CORBA, and Enterprise
Java Beans.

Method calls from object types.

Overview of Writing Database Triggers in Java

A database trigger is a stored procedure that Oracle Database invokes ("fires")
automatically when certain events occur, for example, when a DML operation
modifies a certain table. Triggers enforce business rules, prevent incorrect values
from being stored, and reduce the need to perform checking and cleanup operations
in each application.

Why Use Java for Stored Procedures and Triggers?

Stored procedures and triggers are compiled once, are easy to use and maintain,
and require less memory and computing overhead.

Network bottlenecks are avoided, and response time is improved. Distributed
applications are easier to build and use.

Computation-bound procedures run faster in the server.
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= Data access can be controlled by letting users have only stored procedures and
triggers that execute with their definer's privileges instead of invoker's rights.

= PL/SQL and Java stored procedures can call each other.

= Java in the server follows the Java language specification and can use the SQLJ
standard, so that databases other than Oracle Database are also supported.

= Stored procedures and triggers can be reused in different applications as well as
different geographic sites.

Overview of Pro*C/C++

The Pro*C/C++ precompiler is a software tool that allows the programmer to
embed SQL statements in a C or C++ source file. Pro*C/C++ reads the source file as
input and outputs a C or C++ source file that replaces the embedded SQL
statements with Oracle runtime library calls, and is then compiled by the C or C++
compiler.

When there are errors found during the precompilation or the subsequent
compilation, modify your precompiler input file and re-run the two steps.

How You Implement a Pro*C/C++ Application

Here is a simple code fragment from a C source file that queries the table EMP which
is in the schema SCOTT:

#define UNAME LEN 10

int  emp number;
/* Define a host structure for the output values of a SELECT statement. */
/* No declare section needed if precompiler option MODE=ORACLE */
struct {

VARCHAR emp name [UNAME LEN] ;

float salary;

float commission;
} emprec;
/* Define an indicator structure to correspond to the host output structure. */
struct {

short emp name ind;
short sal ind;
short comm_ind;

} emprec_ind;
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/* Select columns ename, sal, and comm given the user's input for empno. */
EXEC SQL SELECT ename, sal, comm
INTO :emprec INDICATOR :emprec ind
FROM emp
WHERE empno = :emp number;

The embedded SELECT statement is only slightly different from an interactive
(SQL*Plus) SELECT statement. Every embedded SQL statement begins with EXEC
SQL. The colon (:), precedes every host (C) variable. The returned values of data
and indicators (set when the data value is NULL or character columns have been
truncated) can be stored in structs (such as in the preceding code fragment), in
arrays, or in arrays of structs. Multiple result set values are handled very simply in
a manner that resembles the case shown, where there is only one result, because of
the unique employee number. You use the actual names of columns and tables in
embedded SQL.

Use the default precompiler option values, or you can enter values which give you
control over the use of resources, how errors are reported, the formatting of output,
and how cursors (which correspond to a particular connection or SQL statement)
are managed. Cursors are used when there are multiple result set values.

Enter the options either in a configuration file, on the command line, or in-line
inside your source code with a special statement that begins with EXEC ORACLE. If
there are no errors found, you can then compile, link, and execute the output source
file, like any other C program that you write.

Use the precompiler to create server database access from clients that can be on
many different platforms. Pro*C/C++ allows you the freedom to design your own
user interfaces and to add database access to existing applications.

Before writing your embedded SQL statements, you may want to test interactive
versions of the SQL in SQL*Plus. You then make only minor changes to start testing
your embedded SQL application.

Highlights of Pro*C/C++ Features

The following is a short subset of the capabilities of Pro*C/C++. For complete
details, see the Pro*C/C++ Precompiler Programmer’s Guide.

= You can write your application in either C or C++.

= You can write multithreaded programs if your platform supports a threads
package. Concurrent connections are supported in either single-threaded or
multithreaded applications.
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= You can improve performance by embedding PL/SQL blocks. These blocks can
call functions or procedures in Java or PL/SQL that are written by you or
provided in Oracle Database packages.

»  Using precompiler options, you can check the syntax and semantics of your
SQL or PL/SQL statements during precompilation, as well as at runtime.

= You can call stored PL/SQL and Java subprograms. Modules written in COBOL
or in C can be called from Pro*C/C++. External C procedures in shared libraries
are callable by your program.

= You can conditionally precompile sections of your code so that they can execute
in different environments.

= You can use arrays, or structures, or arrays of structures as host and indicator
variables in your code to improve performance.

= You can deal with errors and warnings so that data integrity is guaranteed. As a
programmer, you control how errors are handled.

= Your program can convert between internal datatypes and C language

datatypes.

s The Oracle Call Interface (OCI) and Oracle C++ Call Interface (OCCI),
lower-level C and C++ interfaces, are available for use in your precompiler
source.

s Pro*C/C++ supports dynamic SQL, a technique that allows users to input
variable values and statement syntax.

s Pro*C/C++ can use special SQL statements to manipulate tables containing
user-defined object types. An Object Type Translator (OTT) will map the object
types and named collection types in your database to structures and headers
that you will then include in your source.

= Two kinds of collection types, nested tables and VARRAY, are supported with a
set of SQL statements that allow a high degree of control over data.

= Large Objects (LOBs: CLOB, NCLOB, and BFILE datatypes) are accessed by
another set of SQL statements.

= A new ANSI SQL standard for dynamic SQL is supported for new applications,
so that you can execute SQL statements with a varying number of host
variables. An older technique for dynamic SQL is still usable by pre-existing
applications.

= Globalization support lets you use multibyte characters and UCS2 Unicode
data.
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= Using scrollable cursors, you can move backward and forward through a result
set. For example, you can fetch the last row of the result set, or jump forward or
backward to an absolute or relative position within the result set.

= A connection pool is a group of physical connections to a database that can be
shared by several named connections. Enabling the connection pool option
can help to optimize the performance of Pro*C/C++ application. The
connection pool option is not enabled by default.

Overview of Pro*COBOL

The Pro*COBOL precompiler is a software tool that allows the programmer to
embed SQL statements in a COBOL source code file. Pro*COBOL reads the source
file as input and outputs a COBOL source file that replaces the embedded SQL
statements with Oracle Database runtime library calls, and is then compiled by the
COBOL compiler.

When there are errors found during the precompilation or the subsequent
compilation, modify your precompiler input file and re-run the two steps.

How You Implement a Pro*COBOL Application

Here is a simple code fragment from a source file that queries the table EMP which is

in the schema SCOTT:

WORKING-STORAGE SECTION.

*

* DEFINE HOST INPUT AND OUTPUT HOST AND INDICATOR VARIABLES.
* NO DECLARE SECTION NEEDED IF MODE=ORACLE.

*

01 EMP-REC-VARS.

05
05
05
05
05

PROCEDURE DIVISION.

EMP-NAME
EMP-NUMBER
SALARY
COMMISSION
COMM-IND

EXEC SQL
SELECT ENAME, SAL, COMM

INTO :EMP-NAME,

FROM EMP

PIC X(10) VARYING.

PIC S9(4) COMP VALUE ZERO.

PIC S9(5)V99 COMP-3 VALUE ZERO.

PIC S9(5)V99 COMP-3 VALUE ZERO.
(4)

PIC S9(4) COMP VALUE ZERO.

:SALARY, :COMMISSION:COMM-IND

Programmatic Environments 1-23



Overview of Pro*COBOL

WHERE EMPNO = :EMP_NUMBE
END-EXEC.

The embedded SELECT statement is only slightly different from an interactive
(SQL*Plus) SELECT statement. Every embedded SQL statement begins with EXEC
SQL. The colon (:) precedes every host (COBOL) variable. The SQL statement is
terminated by END-EXEC. The returned values of data and indicators (set when the
data value is NULL or character columns have been truncated) can be stored in
group items (such as in the preceding code fragment), in tables, or in tables of group
items. Multiple result set values are handled very simply in a manner that
resembles the case shown, where there is only one result, given the unique
employee number. You use the actual names of columns and tables in embedded
SQL.

Use the default precompiler option values, or enter values that give you control
over the use of resources, how errors are reported, the formatting of output, and
how cursors are managed (cursors correspond to a particular connection or SQL
statement).

Enter the options in a configuration file, on the command line, or in-line inside your
source code with a special statement that begins with EXEC ORACLE. If there are
no errors found, you can then compile, link, and execute the output source file, like
any other COBOL program that you write.

Use the precompiler to create server database access from clients that can be on
many different platforms. Pro*COBOL allows you the freedom to design your own
user interfaces and to add database access to existing COBOL applications.

The embedded SQL statements available conform to an ANSI standard, so that you
can access data from many databases in a program, including remote servers
networked through Oracle Net.

Before writing your embedded SQL statements, you may want to test interactive
versions of the SQL in SQL*Plus. You then make only minor changes to start testing
your embedded SQL application.

Highlights of Pro*COBOL Features
The following is a short subset of the capabilities of Pro*COBOL.

= You can call stored PL/SQL or Java subprograms. You can improve
performance by embedding PL/SQL blocks. These blocks can call PL/SQL
functions or procedures written by you or provided in Oracle Database
packages.
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Precompiler options allow you to define how cursors, errors, syntax-checking,
file formats, and so on, are handled.

Using precompiler options, you can check the syntax and semantics of your
SQL or PL/SQL statements during precompilation, as well as at runtime.

You can conditionally precompile sections of your code so that they can execute
in different environments.

Use tables, or group items, or tables of group items as host and indicator
variables in your code to improve performance.

You can program how errors and warnings are handled, so that data integrity is
guaranteed.

Pro*COBOL supports dynamic SQL, a technique that allows users to input
variable values and statement syntax.

See Also: Pro*COBOL Programmer’s Guide for complete details

Overview of OCl and OCCI

The Oracle Call Interface (OCI) and Oracle C++ Call Interface (OCCI) are
application programming interfaces (APIs) that allow you to create applications that
use native procedures or function calls of a third-generation language to access
Oracle Database and control all phases of SQL statement execution. These APIs
provide:

Improved performance and scalability through the efficient use of system
memory and network connectivity

Consistent interfaces for dynamic session and transaction management in a
two-tier client/server or multitier environment

N-tiered authentication
Comprehensive support for application development using Oracle objects
Access to external databases

Ability to develop applications that service an increasing number of users and
requests without additional hardware investments

OClI lets you manipulate data and schemas in a database using a host programming
language, such as C. OCCI is an object-oriented interface suitable for use with C++.
These APIs provide a library of standard database access and retrieval functions in

the form of a dynamic runtime library (OCILIB) that can be linked in an application

Programmatic Environments 1-25



Overview of OCl and OCCI

at runtime. This eliminates the need to embed SQL or PL/SQL within 3GL
programs.

See Also: For more information about OCI and OCCI calls:

s  Oracle Call Interface Programmer’s Guide

»  Oracle C++ Call Interface Programmer’s Guide

»  Oracle Streams Advanced Queuing User’s Guide and Reference
»  Oracle Database Globalization Support Guide

»  Oracle Data Cartridge Developer’s Guide

Advantages of OCI

OCI provides significant advantages over other methods of accessing Oracle
Database:

More fine-grained control over all aspects of the application design.
High degree of control over program execution.

Use of familiar 3GL programming techniques and application development
tools such as browsers and debuggers.

Support of dynamic SQL, method 4.

Availability on the broadest range of platforms of all the Oracle programmatic
interfaces.

Dynamic bind and define using callbacks.
Describe functionality to expose layers of server metadata.
Asynchronous event notification for registered client applications.

Enhanced array data manipulation language (DML) capability for array
INSERTS, UPDATES, and DELETES.

Ability to associate a commit request with an execute to reduce round-trips.

Optimization for queries using transparent prefetch buffers to reduce
round-trips.

Thread safety, so you do not have to implement mutual exclusion (mutex) locks
on OCI handles.

The server connection in nonblocking mode means that control returns to the
OCI code when a call is still executing or could not complete.

1-26 Oracle Database Application Developer's Guide - Fundamentals



Overview of OCl and OCCI

Parts of the OCI

The OCI encompasses four main sets of functionality:

»  OCl relational functions, for managing database access and processing SQL
statements

s OCI navigational functions, for manipulating objects retrieved from an Oracle
Database

»  OCI datatype mapping and manipulation functions, for manipulating data
attributes of Oracle types

»  OCI external procedure functions, for writing C callbacks from PL/SQL

Procedural and Non-Procedural Elements

The Oracle Call Interface (OCI) lets you develop applications that combine the
non-procedural data access power of Structured Query Language (SQL) with the
procedural capabilities of most programming languages, including C and C++.

» Inanon-procedural language program, the set of data to be operated on is
specified, but what operations will be performed and how the operations are to
be carried out is not specified. The non-procedural nature of SQL makes it an
easy language to learn and to use to perform database transactions. It is also the
standard language used to access and manipulate data in modern relational and
object-relational database systems.

» Ina procedural language program, the execution of most statements depends
on previous or subsequent statements and on control structures, such as loops
or conditional branches, which are not available in SQL. The procedural nature
of these languages makes them more complex than SQL, but it also makes them
very flexible and powerful.

The combination of both non-procedural and procedural language elements in an
OCI program provides easy access to Oracle Database in a structured programming
environment.

The OCI supports all SQL data definition, data manipulation, query, and
transaction control facilities that are available through Oracle Database. For
example, an OCI program can run a query against Oracle Database. The queries can
require the program to supply data to the database using input (bind) variables, as
follows:

SELECT name FROM employees WHERE empno = :empnumber
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In the preceding SQL statement, : empnumber is a placeholder for a value that will
be supplied by the application.

You can alternatively use PL/SQL, Oracle's procedural extension to SQL. The
applications you develop can be more powerful and flexible than applications
written in SQL alone. The OCI also provides facilities for accessing and
manipulating objects in Oracle Database.

Building an OCI Application

As Figure 1-1 shows, you compile and link an OCI program in the same way that
you compile and link a non-database application. There is no need for a separate
preprocessing or precompilation step.

Figure 1-1 The OCI Development Process

Source Files

'

Host Language Compiler

'

Obiject Files E —_j OCI Library
L

Host Linker ————

Application <+—)>

Note: To properly link your OCI programs, it may be necessary on
some platforms to include other libraries, in addition to the OCI
library. Check your Oracle platform-specific documentation for
further information about extra libraries that may be required.
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Overview of Oracle Data Provider for NET (ODP.NET)

Oracle Data Provider for NET (ODP.NET) is an implementation of a data provider
for Oracle Database.

ODP.NET uses APIs native to Oracle Database to offer fast and reliable access from
any .NET application to database features and data. It also uses and inherits classes
and interfaces available in the Microsoft NET Framework Class Library.

For programmers using Oracle Provider for OLE DB, ADO (ActiveX Data Objects)
provides an automation layer that exposes an easy programming model. ADO.NET
provides a similar programming model, but without the automation layer, for better
performance. More importantly, the ADO.NET model allows native providers such
as ODP.NET to expose specific features and datatypes specific to Oracle Database.

See Also: Oracle Data Provider for NET Developer’s Guide

Using ODP.NET in a Simple Application

The following is a simple C# application that connects to Oracle Database and
displays its version number before disconnecting.

using System;
using Oracle.DataAccess.Client;

class Example

{

OracleConnection con;

void Connect ()

{

con = new OracleConnection();

con.ConnectionString = "User Id=scott;Password=tiger;Data Source=oracle";
con.Open() ;

Console.WriteLine ("Connected to Oracle" + con.ServerVersion) ;

}

void Close()

{

con.Close() ;
con.Dispose () ;

}

static void Main()

{
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Example example = new Example() ;
example.Connect () ;
example.Close () ;
}
}

Note: Additional samples are provided in directory ORACLE
BASE\ORACLE HOME\ODP.NET\Samples.

Overview of Oracle Objects for OLE (0040)

Oracle Objects for OLE (OO40) is a product designed to allow easy access to data
stored in Oracle Database with any programming or scripting language that
supports the Microsoft COM Automation and ActiveX technology. This includes
Visual Basic, Visual C++, Visual Basic For Applications (VBA), IIS Active Server
Pages (VBScript and JavaScript), and others.

See the OO40O online help for detailed information about using OO40.
Oracle Objects for OLE consists of the following software layers:

= 0040 "In-Process" Automation Server

= Oracle Data Control

= Oracle Objects for OLE C++ Class Library

Figure 1-2, "Software Layers" illustrates the OO40O software components.
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Figure 1-2 Software Layers
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The O040 Automation Server is a set of COM Automation objects for connecting to
Oracle Database, executing SQL statements and PL/SQL blocks, and accessing the
results.

Unlike other COM-based database connectivity APIs, such as Microsoft ADO, the
0040 Automation Server has been developed and evolved specifically for use with
Oracle Database.

It provides an optimized API for accessing features that are unique to Oracle
Database and are otherwise cumbersome or inefficient to use from ODBC or OLE
database-specific components.

0040 provides key features for accessing Oracle Database efficiently and easily in
environments ranging from the typical two-tier client/server applications, such as
those developed in Visual Basic or Excel, to application servers deployed in
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multitiered application server environments such as Web server applications in
Microsoft Internet Information Server (IIS) or Microsoft Transaction Server (MTS).

Features include:

= Support for execution of PL/SQL and Java stored procedures, and PL/SQL
anonymous blocks. This includes support for Oracle datatypes used as
parameters to stored procedures, including PL/SQL cursors. See "Support for
Oracle LOB and Object Datatypes" on page 1-37.

= Support for scrollable and updatable cursors for easy and efficient access to
result sets of queries.

s Thread-safe objects and Connection Pool Management Facility for developing
efficient Web server applications.

= Full support for Oracle object-relational and LOB datatypes.
= Full support for Advanced Queuing.
= Support for array inserts and updates.

= Support for Microsoft Transaction Server (MTS).

0040 Object Model

The Oracle Objects for OLE object model is illustrated in Figure 1-3, "Objects and
Their Relations".
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Figure 1-3 Objects and Their Relations
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OraSession
An OraSession object manages collections of OraDatabase, OraConnection, and
OraDynaset objects used within an application.

Typically, a single OraSession object is created for each application, but you can
create named OraSession objects for shared use within and between applications.

The OraSession object is the top-most object for an application. It is the only object
created by the CreateObject VB/VBA API and not by an Oracle Objects for OLE
method. The following code fragment shows how to create an OraSession object:

Dim OraSession as Object
Set OraSession = CreateObject ("OracleInProcServer.XOraSession")

OraServer

OraServer represents a physical network connection to Oracle Database.

The Oraserver interface is introduced to expose the connection-multiplexing
feature provided in the Oracle Call Interface. After an OraServer object is created,

multiple user sessions (OraDatabase) can be attached to it by invoking the
OpenDatabase method. This feature is particularly useful for application
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components, such as Internet Information Server (IIS), that use Oracle Objects for
OLE in n-tier distributed environments.

The use of connection multiplexing when accessing Oracle Database with a large
number of user sessions active can help reduce server processing and resource
requirements while improving server scalability.

OraServer is used to share a single connection across multiple OraDatabase objects
(multiplexing), whereas each OraDatabase obtained from an OraSession has its own
physical connection.

OraDatabase

An OraDatabase interface adds additional methods for controlling transactions
and creating interfaces representing of Oracle object types. Attributes of schema
objects can be retrieved using the Describe method of the OraDatabase
interface.

In releases prior to Oracle8i, an OraDatabase object is created by invoking the
OpenDatabase method of an OraSession interface. The Oracle Net alias, user
name, and password are passed as arguments to this method. In Oracle8i and later,
invocation of this method results in implicit creation of an OraServer object.

An OraDatabase object can also be created using the OpenDatabase method of
the OrasServer interface.

Transaction control methods are available at the OraDatabase (user session) level.
Transactions may be started as Read-Write (default), Serializable, or
Read-only. Transaction control methods include:

m BeginTrans

m CommitTrans

m RollbackTrans
For example:

UserSession.BeginTrans (0040 _TXN_READ WRITE)
UserSession.ExecuteSQL("delete emp where empno = 1234")
UserSession.CommitTrans

OraDynaset

An OraDynaset object permits browsing and updating of data created from a SQL
SELECT statement.
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The OraDynaset object can be thought of as a cursor, although in actuality several
real cursors may be used to implement the semantics of OraDynaset. An
OraDynaset object automatically maintains a local cache of data fetched from the
server and transparently implements scrollable cursors within the browse data.
Large queries may require significant local disk space; application developers are
encouraged to refine queries to limit disk usage.

OraField
An OraField object represents a single column or data item within a row of a

dynaset.

If the current row is being updated, then the OraField object represents the
currently updated value, although the value may not yet have been committed to
the database.

Assignment to the Value property of a field is permitted only if a record is being
edited (using Edit) or a new record is being added (using AddNew). Other attempts
to assign data to a field's Value property results in an error.

OraMetaData and OraMDAttribute

An OraMetaData object is a collection of OraMDAt t ribute objects that represent
the description information about a particular schema object in the database.

The OraMetaData object can be visualized as a table with three columns:
m Metadata Attribute Name
m Metadata Attribute Value
= Flag specifying whether the Value is another OraMetaData object

The OraMDAttribute objects contained in the OraMetaData object can be
accessed by subscripting using ordinal integers or by using the name of the
property. Referencing a subscript that is not in the collection results in the return of
a NULL OraMDAttribute object.

OraParameters and OraParameter
An OraParameter object represents a bind variable in a SQL statement or PL/SQL
block.

OraParameter objects are created, accessed, and removed indirectly through the
OraParameters collection of an OraDatabase object. Each parameter has an
identifying name and an associated value. You can automatically bind a parameter
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to SQL and PL/SQL statements of other objects (as noted in the object descriptions),
by using the parameter name as a placeholder in the SQL or PL/SQL statement.
Such use of parameters can simplify dynamic queries and increase program
performance.

OraParamArray

An OraParamArray object represents an array-type bind variable in a SQL
statement or PL/SQL block, as opposed to a scalar-type bind variable represented
by the OraParameter object.

OraParamArray objects are created, accessed, and removed indirectly through the
OraParameters collection of an OraDatabase object. Each OraParamArray
object has an identifying name and an associated value.

OraSQLStmt

An OrasQLStmt object represents a single SQL statement. Use the CreateSQL
method to create an OraSQLStmt object from an OraDatabase object.

During create and refresh, OraSQLStmt objects automatically bind all relevant,
enabled input parameters to the specified SQL statement, using the parameter
names as placeholders in the SQL statement. This can improve the performance of
SQL statement execution without re-parsing the SQL statement.

The OrasQLStmt object can be used later to execute the same query using a
different value for the :SALARY placeholder. This is done as follows (updateStmt
is the OrasSQLStmt object here):

OraDatabase.Parameters ("SALARY") .value = 200000
updateStmt .Parameters ("ENAME") .value = "KING"
updateStmt.Refresh

OraAQ

An OraAQ object is instantiated by invoking the CreateAQ method of the
OraDatabase interface. It represents a queue that is present in the database.

Oracle Objects for OLE provides interfaces for accessing Oracle Advanced Queuing
(AQ) feature. It makes AQ accessible from popular COM-based development
environments such as Visual Basic. For a detailed description of Oracle Advanced
Queuing, refer to Oracle Streams Advanced Queuing User’s Guide and Reference.
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OraAQMsg

The OraAQMsg object encapsulates the message to be enqueued or dequeued. The
message can be of any user-defined or raw type.

For a detailed description of Oracle Advanced Queuing, refer to Oracle Streams
Advanced Queuing User’s Guide and Reference.

OraAQAgent

The OraAQAgent object represents a message recipient and is only valid for queues
that allow multiple consumers. It is a child of OraAQMsg.

An OraAQAgent object can be instantiated by invoking the AQAgent method. For
example:

Set agent = gMsg.AQAgent (name)
An OraAQAgent object can also be instantiated by invoking the AddRecipient
method. For example:

Set agent = gMsg.AddRecipient (name, address, protocol).

Support for Oracle LOB and Object Datatypes

Oracle Objects for OLE provides full support for accessing and manipulating
instances of object datatypes and LOBs in Oracle Database. Figure 1-4, "Supported
Oracle Datatypes" illustrates the datatypes supported by OO40.

Instances of these types can be fetched from the database or passed as input or
output variables to SQL statements and PL/SQL blocks, including stored
procedures and functions. All instances are mapped to COM Automation Interfaces
that provide methods for dynamic attribute access and manipulation.
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Figure 1-4 Supported Oracle Datatypes
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OraBLOB and OraCLOB

The OraBlob and OraClob interfaces in Oracle Objects for OLE provide methods
for performing operations on large database objects of datatype BLOB, CLOB, and
NCLOB. BLOB, CLOB, and NCLOB datatypes are also referred to here as LOB
datatypes.

LOB data is accessed using Read and the CopyToFile methods.

LOB data is modified using Write, Append, Erase, Trim, Copy, CopyFromFile,
and CopyFromBFile methods. Before modifying the content of a LOB column in a
row, a row lock must be obtained. If the LOB column is a field of an OraDynaset,
object, then the lock is obtained by invoking the Edit method.

OraBFILE

The OraBFile interface in Oracle Objects for OLE provides methods for
performing operations on large database objects of datatype BFILE.

BFILE objects are large binary data objects stored in operating system files outside
of the database tablespaces.
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Oracle Data Control

Oracle Data Control (ODC) is an ActiveX Control that is designed to simplify the
exchange of data between Oracle Database and visual controls such edit, text, list,
and grid controls in Visual Basic and other development tools that support custom
controls.

ODC acts as an agent to handle the flow of information from Oracle Database and a
visual data-aware control, such as a grid control, that is bound to it. The data
control manages various user interface (Ul) tasks such as displaying and editing
data. It also executes and manages the results of database queries.

Oracle Data Control is compatible with the Microsoft data control included with
Visual Basic. If you are familiar with the Visual Basic data control, learning to use
Oracle Data Control is quick and easy. Communication between data-aware
controls and a Data Control is governed by a protocol that has been specified by
Microsoft.

Oracle Objects for OLE C++ Class Library

Oracle Objects for OLE C++ Class Library is a collection of C++ classes that provide
programmatic access to the Oracle Object Server. Although the class library is
implemented using OLE Automation, neither the OLE development kit nor any
OLE development knowledge is necessary to use it. This library helps C++
developers avoid the chore of writing COM client code for accessing the 0040
interfaces.

Additional Sources of Information

For detailed information about Oracle Objects for OLE refer to the online help
provided with the OO4O product:

= Oracle Objects for OLE Help
= Oracle Objects for OLE C++ Class Library Help

To view examples of how to use Oracle Objects for OLE, see the samples located in
the ORACLE_HOME\ 0040 directory of the Oracle Database installation. Additional
0040 examples can be found in the following Oracle publications:

»  Oracle Database Application Developer’s Guide - Large Objects
»  Oracle Streams Advanced Queuing User’s Guide and Reference

»  PL/SQL Packages and Types Reference
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Choosing a Programming Environment

To choose a programming environment for a new development project:

Review the preceding overviews and the manuals for each environment.

Read the platform-specific manual that explains which compilers are approved
for use with your platforms.

If a particular language does not provide a feature you need, remember that
PL/SQL and Java stored procedures can both be called from code written in
any of the languages in this chapter. Stored procedures include triggers and
object type methods.

External procedures written in C can be called from OCI, Java, PL/SQL or SQL.
The external procedure itself can call back into the database using either SQL,
OCI, or Pro*C (but not C++).

The following examples illustrate easy choices:

Pro*COBOL does not support object types or collection types, while Pro*C/C++
does.

SQLJ does not support dynamic SQL the way that JDBC does.

Choosing Whether to Use OCI or a Precompiler

Precompiler applications typically contain less code than equivalent OCI
applications, which can help productivity.

Some situations require detailed control of the database and are suited for OCI
applications (either pure OCI or a precompiler application with embedded OCI
calls):

OCI provides more detailed control over multiplexing and migrating sessions.

OCI provides dynamic bind and define using callbacks that can be used for any
arbitrary structure, including lists.

OCT has many calls to handle metadata.

OCI allows asynchronous event notifications to be received by a client
application. It provides a means for clients to generate notifications for
propagation to other clients.

OCI allows DML statements to use arrays to complete as many iterations as
possible before returning any error messages.
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»  OCI calls for special purposes include Advanced Queuing, globalization
support, Data Cartridges, and support of the date and time datatypes.

»  OCI calls can be embedded in a Pro*C/C++ application.

Using Built-In Packages and Libraries
Both Java and PL/SQL have built-in packages and libraries.

PL/SQL and Java interoperate in the server. You can execute a PL/SQL package
from Java or wrap a PL/SQL class with a Java wrapper so that it can be called from
distributed CORBA and EJB clients. The following table shows PL/SQL packages
and their Java equivalents:

Table 1-1  PL/SQL and Java Equivalent Software

PL/SQL Package

Java Equivalent

DBMS_ALERT
DBMS_DDL
DBMS_JOB
DBMS_LOCK
DBMS_MAIL
DBMS_OUTPUT

DBMS_PIPE
DBMS_SESSION
DBMS_SNAPSHOT
DBMS_SQL
DBMS_TRANSACTION
DBMS_UTILITY
UTL_FILE

Call package with SQL]J or JDBC.

JDBC has this functionality.

Schedule a job that has a Java Stored procedure.
Call with SQLJ or JDBC.

Use JavaMail.

Use subclass
oracle.aurora.rdbms.OracleDBMSOutputStream or
Java stored procedure DBMS_JAVA.SET STREAMS.

Call with SQLJ or JDBC.

Use JDBC to execute an ALTER SESSION statement.
Call with SQLJ or JDBC.

Use JDBC.

Use JDBC to execute an ALTER SESSION statement.
Call with SQLJ or JDBC.

Grant the JAVAUSERPRIV privilege and then use Java I/O
entry points.

Java Compared to PL/SQL

Both Java and PL/SQL can be used to build applications in the database. Here are
some guidelines for their use:
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PL/SQL Is Optimized for Database Access

PL/SQL uses the same datatypes as SQL. SQL datatypes are thus easier to use and
SQL operations are faster than with Java, especially when a large amount of data is
involved, when mostly database access is done, or when bulk operations are used.

PL/SQL Is Integrated with the Database
PL/SQL is an extension to SQL offering data encapsulation, information hiding,
overloading, and exception-handling.

Some advanced PL/SQL capabilities are not available for Java in Oracle9i.
Examples are autonomous transactions and the dblink facility for remote databases.
Code development is usually faster in PL/SQL than in Java.

Both Java and PL/SQL Have Object-Oriented Features

Java has inheritance, polymorphism, and component models for developing
distributed systems. PL/SQL has inheritance and type evolution, the ability to
change methods and attributes of a type while preserving subtypes and table data
that use the type.

Java Is Used for Open Distributed Applications

Java has a richer type system than PL/SQL and is an object-oriented language. Java
can use CORBA (which can have many different computer languages in its clients)
and EJB. PL/SQL packages can be called from CORBA or EJB clients.

You can run XML tools, the Internet File System, or JavaMail from Java.

Many Java-based development tools are available throughout the industry.
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Designing the Database

This part contains the following chapters:

Chapter 2, "Selecting a Datatype"

Chapter 3, "Maintaining Data Integrity Through Constraints"
Chapter 4, "Selecting an Index Strategy"

Chapter 5, "How Oracle Database Processes SQL Statements"
Chapter 6, "Coding Dynamic SQL Statements"

Chapter 7, "Using Procedures and Packages"

Chapter 8, "Calling External Procedures"
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Selecting a Datatype

This chapter discusses how to use Oracle built-in datatypes in applications. Topics
include:

= Summary of Oracle Built-In Datatypes

= Representing Character Data

= Representing Numeric Data with Number and Floating-Point Datatypes
= Representing Date and Time Data

= Representing Conditional Expressions as Data

= Representing Geographic Coordinate Data

= Representing Image, Audio, and Video Data

= Representing Searchable Text Data

= Representing Large Amounts of Data

= Addressing Rows Directly with the ROWID Datatype
= ANSI/ISO, DB2, and SQL/DS Datatypes

= How Oracle Database Converts Datatypes

= Representing Dynamically Typed Data

= Representing XML Data
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See Also:

s Oracle Database Application Developer’s Guide - Object-Relational Features
for information about more complex types, such as object types,
varrays, and nested tables

s Oracle Database Application Developer’s Guide - Large Objects for
information about LOB datatypes

. PL/SQL User’s Guide and Reference for information about the PL/SQL
datatypes. Many SQL datatypes are the same or similar in PL/SQL.

Summary of Oracle Built-In Datatypes

A datatype associates a fixed set of properties with the values that can be used in a
column of a table or in an argument of a procedure or function. These properties
cause Oracle Database to treat values of one datatype differently from values of
another datatype. For example, Oracle Database can add values of NUMBER
datatype, but not values of RAW datatype.

Oracle supplies the following built-in datatypes:

s Character datatypes

CHAR

NCHAR

VARCHAR2 and VARCHAR (synonymous with VARCHAR?2)
NVARCHAR2

CLOB

NCLOB

LONG

= Numerical datatypes:

BINARY FLOAT
BINARY DOUBLE

NUMBER

= Time and date datatypes:

DATE

INTERVAL DAY TO SECOND
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— INTERVAL YEAR TO MONTH

- TIMESTAMP

— TIMESTAMP WITH TIME ZONE

— TIMESTAMP WITH LOCAL TIME ZONE
= Binary datatypes

— BLOB

BFILE

- RAW

LONG RAW
= Row address datatypes
— ROWID

— TUROWID

See Also:

»  Oracle Database SQL Reference for general descriptions of these
datatypes

»  Oracle Database Application Developer's Guide - Large Objects for
information about the LOB datatypes

Table 2-1 summarizes the information about each Oracle built-in datatype.
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Table 2-1

Summary of Oracle Built-In Datatypes

Datatype

Description

Column Length / Default
Values

CHAR

[(size [BYTE | CHAR])]

VARCHAR?2
(size [BYTE | CHAR])

NCHAR [(size)]

NVARCHAR2 (size)

Fixed-length character data
of length size bytes or
characters.

Variable-length character
data, with maximum length
sizebytes or characters.
BYTE or CHAR indicates that
the column has byte or
character semantics,
respectively. A size must

be specified.

Fixed-length Unicode
character data of length
size characters. The
number of bytes is twice this
number for the AL16UTF16
encoding and 3 times this
number for the UTF8
encoding.)

Variable-length Unicode
character data of maximum
length size characters. The
number of bytes may be up
to 2 times size for a the
AL16UTF16 encoding and 3
times this number for the
UTF8 encoding. A size
must be specified.
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Fixed for every row in the
table (with trailing
blanks); maximum size is
2000 bytes per row,
default size is 1 byte per
row. When neither BYTE
nor CHAR is specified, the
setting of NLS_LENGTH_
SEMANTICS at the time of
column creation
determines which is used.
Consider the character set
(single-byte or multibyte)
before setting size.

Variable for each row, up
to 4000 bytes per row.
When neither BYTE nor
CHAR is specified, the
setting of NLS_LENGTH_
SEMANTICS at the time of
column creation
determines which is used.
Consider the character set
(single-byte or multibyte)
before setting size.

Fixed for every row in the
table (with trailing
blanks). The upper limit is
2000 bytes per row.
Default sizeis 1
character.

Variable for each row. The
upper limit is 4000 bytes
per row.
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Table 2-1 (Cont.) Summary of Oracle Built-In Datatypes

Column Length / Default

Datatype Description Values
CLOB Single-byte or multibyte Up to 22 - 1 bytes *
Ehailac’fegcﬁita-(?o’fh (database block size), or 4
ixed-width an ; * e 1
i . gigabytes * block size." See
variable-width character Oracle Database Application
sets are supported, and Developer’s Guide - Large
both use the CHAR character Objects.
set.
NCLOB Unicode national character  Up to 2%2- 1 bytes *
?et (CII\TCH‘ZR}?[ datla. Both (database block size), or 4
ixed-width an ioabvtes * block size. !
variable-width character g;%ao}r’uizse D m,le(l; asselze
sets are supported, and Application Developer’s
both use the NCHAR Guide - Large Objects.
character set.
LONG Variable-length character Variable for each row in

BINARY FLOAT

BINARY DOUBLE

NUMBER
[(prec | prec, scale)]

data. Provided for
backward compatibility.

32-bit floating-point
number.

64-bit floating-point
number.

Variable-length numeric
data. Precision prec is the
the total number of digits;
scale scale is the number
of digits to the right of the
decimal point. Precision can
range from 1 to 38. Scale
can range from -84 to 127.
With precision specified,
this is a floating-point
number; with no precision
specified, it is a fixed-point
number.

the table, up to 2311
bytes, or 2 gigabytes, per
TOW.

4 bytes.
8 bytes.

Variable for each row. The
maximum space available
for a given column is 21
bytes per row.
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Table 2-1 (Cont.) Summary of Oracle Built-In Datatypes

Datatype

Description

Column Length / Default
Values

DATE

INTERVAL YEAR
[(yr_prec)] TO MONTH

INTERVAL DAY
[ (day prec)] TO SECOND
[ (frac_sec prec)]

TIMESTAMP
[ (frac _sec prec)]

Fixed-length date and time
data, ranging from Jan. 1,
4712 B.C.E. to Dec. 31, 9999
C.E.

A period of time,
represented as years and
months. The yr prec is
the number of digits in the
YEAR field of the date. The
precision can be from 0 to 9,
and defaults to 2 digits.

A period of time,
represented as days, hours,
minutes, and seconds. The
day precand frac_sec_
prec are the number of
digits in the DAY and the
fractional SECOND fields of
the date, respectively. These
precision values can each be
from 0 to 9, and they
default to 2 digits for day
prec and 6 digits for
frac sec prec.

A value representing a date
and time, including
fractional seconds. (The
exact resolution depends on
the operating system clock.)

The frac_sec prec
specifies the number of
digits in the fractional
second part of the SECOND
date field. The frac sec
preccanbe from 0to 9,
and defaults to 6 digits.
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Fixed at 7 bytes for each
row in the table. Default
format is a string (such as
DD-MON-RR) specified by
the NLS_DATE FORMAT
parameter.

Fixed at 5 bytes.

Fixed at 11 bytes.

Varies from 7 to 11 bytes,
depending on the
precision. The default is
determined by the NLS_
TIMESTAMP FORMAT
initialization parameter.
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Table 2-1 (Cont.) Summary of Oracle Built-In Datatypes

Datatype

Description

Column Length / Default
Values

TIMESTAMP
[ (frac _sec prec)] WITH
TIME ZONE

TIMESTAMP
[ (frac _sec prec)] WITH
LOCAL TIME ZONE

BLOB

BFILE

RAW (size)

A value representing a date
and time, plus an associated
time zone setting. The time
zone can be an offset from
UTC,suchas'-5:0', ora
region name, such as
'US/Pacific’.

The frac sec precisas
for datatype TIMESTAMP.

Similar to TIMESTAMP
WITH TIME ZONE, except
that the data is normalized
to the database time zone
when stored, and adjusted
to match the client's time
zone when retrieved.

The frac sec precisas
for datatype TIMESTAMP.

Unstructured binary data.

Address of a binary file
stored outside the database.
Enables byte-stream I/O
access to external LOBs
residing on the database
server.

Variable-length raw binary
data. A size, which is the
maximum number of bytes,
must be specified. Provided
for backward compatibility.

Fixed at 13 bytes. The
default is determined by
the NLS_TIMESTAMP
TZ_FORMAT initialization
parameter.

Varies from 7 to 11 bytes,
depending on frac_
sec_prec. The default is
determined by the NLS_
TIMESTAMP_ FORMAT
initialization parameter.

Up to 2% - 1 bytes *
(database block size), or 4
gigabytes * block size.! See
Oracle Database Application
Developer’s Guide - Large
Objects.

The referenced file can be
up to 2% - 1 bytes *
(database block size), or 4
gigabytes * block size.! See
Oracle Database Application
Developer’s Guide - Large
Objects.

Variable for each row in
the table, up to 2000 bytes
per row.

Selecting a Datatype 2-7



Representing Character Data

Table 2-1 (Cont.) Summary of Oracle Built-In Datatypes

Column Length / Default

Datatype Description Values
LONG RAW Variable-length raw binary  Variable for each row in
data. Provided for the table, up to 2% - 1
backward compatibility. bytes, or 2 gigabytes, per
row.
ROWID Base 64 binary data Fixed at 10 bytes

representing a row address. (extended ROWID) or 6
Used primarily for values  bytes (restricted ROWID)

returned by the ROWID for each row in the table.
pseudocolumn.

UROWID [(size)] Base 64 binary data Maximum size and
representing the logical default are both 4000
address of a row in an bytes.

index-organized table. The
optional size is the
number of bytes in a
column of type UROWID.

! Prior to Oracle Database 10g, the limit was 4 gigabytes, not 4 gigabytes*blocksize.

Representing Character Data
Use the character datatypes to store alphanumeric data:
= CHAR and NCHAR datatypes store fixed-length character strings.

= VARCHAR2 and NVARCHAR2 datatypes store variable-length character strings.
(The VARCHAR datatype is synonymous with the VARCHAR2 datatype.)

= NCHAR and NVARCHAR2 datatypes store Unicode character data only.

= CLOB and NCLOB datatypes store single-byte and multibyte character strings of
up to four gigabytes.

See Also: Oracle Database Application Developer’s Guide - Large
Objects

= The LONG datatype stores variable-length character strings containing up to two
gigabytes, but with many restrictions. This datatype is provided only for
backward compatibility with existing applications. In general, new applications
should use CLOB and NCLOB datatypes to store large amounts of character data,
and BLOB and BFILE to store large amounts of binary data.
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See Also:

s Oracle Database Application Developer’s Guide - Large Objects for
information on LOB datatypes (including CLOB and NCLOB
datatypes) and information on migrating from LONG to LOB
datatypes

»  Oracle Database SQL Reference for details on restrictions on LONG
datatypes

When deciding which datatype to use for a column that will store alphanumeric
data in a table, consider the following points of distinction:

»  Space usage — To store data more efficiently, use the VARCHAR?2 datatype. The
CHAR datatype blank-pads and stores trailing blanks up to a fixed column
length for all column values, while the VARCHAR2 datatype does not add any
extra blanks.

»  Comparison semantics — Use the CHAR datatype when you require ANSI
compatibility in comparison semantics (when trailing blanks are not important
in string comparisons). Use the VARCHAR2 when trailing blanks are important
in string comparisons.

»  Future compatibility — The CHAR and VARCHAR?2 datatypes are and will always be
fully supported. At this time, the VARCHAR datatype automatically corresponds
to the VARCHAR?2 datatype and is reserved for future use.

CHAR, VARCHAR?2, and LONG data is automatically converted by the NLS LANGUAGE
parameter from the database character set to the character set defined for the user
session, if these are different.

Column Lengths for Single-Byte and Multibyte Character Sets

The lengths of CHAR and VARCHAR2 columns can be specified as either bytes or
characters.

The lengths of NCHAR and NVARCHAR?2 columns are always specified in characters,
making them ideal for storing Unicode data, where a character might consist of
multiple bytes.

-- ID contains only single-byte data, up to 32 bytes.

ID VARCHAR2 (32 BYTE);

-- NAME contains data in the database character set. The 32 characters might
-- be stored as more than 32 bytes, if the database character set allows

-- multibyte characters.

NAME VARCHAR? (32 CHAR) ;
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-- BIOGRAPHY can represent 2000 characters in any Unicode-representable

-- language.

-- The exact encoding depends on the national character set, but the column can
-- contain multibyte values even if the database character set is single-byte.
BIOGRAPHY NVARCHAR?2 (2000) ;

-- The representation of COMMENT, as 2000 bytes or 2000 characters, depends

-- on the initialization parameter NLS LENGTH SEMANTICS.

COMMENT VARCHAR2 (2000) ;

When using a multibyte database character encoding scheme, consider carefully the
space required for tables with character columns. If the database character encoding
scheme is single-byte, then the number of bytes and the number of characters in a
column is the same. If it is multibyte, then there generally is no such
correspondence. A character might consist of one or more bytes, depending upon
the specific multibyte encoding scheme and whether shift-in/shift-out control codes
are present. To avoid overflowing buffers, specify data as NCHAR or NVARCHAR?2 if it
might use a Unicode encoding that is different from the database character set.

See Also:
»  Oracle Database Globalization Support Guide

s Oracle Database SQL Reference

Implicit Conversion Between CHAR/VARCHAR2 and NCHAR/NVARCHAR2

In database releases prior to Oracle9i, the NCHAR and NVARCHAR?2 types were
difficult to use because they could not be interchanged with CHAR and VARCHAR2.
For example, an NVARCHAR?2 literal required special notation, such as N' string
value'. In releases after Oracle8i, you can specify NCHAR and NVARCHAR2 without
the N notation, and you can mix them with CHAR and VARCHAR2 values in SQL
statements and functions.

Comparison Semantics

Oracle Database compares CHAR and NCHAR values using blank-padded
comparison semantics. If two values have different character lengths, then Oracle
Database adds space characters at the end of the shorter value, until the two values
are the same length. Oracle Database then compares the values character by
character up to the first character that differs. The value with the greater character
in the first differing position is considered greater. Two values that differ only in the
number of trailing blanks are thus considered equal.

Oracle Database compares VARCHAR2 and NVARCHAR?2 values using non-padded
comparison semantics. Two values are considered equal only if they have the same
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characters and are of equal length. Oracle Database compares the values
character-by-character up to the first character that differs. The value with the
greater character in that position is considered greater. If one value is a prefix of the
other, then it is considered less ("abc" < "abcxyz")

Because Oracle Database blank-pads values stored in CHAR columns but not in
VARCHAR2 columns, a value stored in a VARCHAR2 column may take up less space
than if it were stored in a CHAR column. For this reason, a full table scan on a large
table containing VARCHAR2 columns may read fewer data blocks than a full table
scan on a table containing the same data stored in CHAR columns. If your
application often performs full table scans on large tables containing character data,
then you might be able to improve performance by storing this data in VARCHAR2
columns rather than in CHAR columns.

However, performance is not the only factor to consider when deciding which of
these datatypes to use. Oracle Database uses different semantics to compare values
of each datatype. You might choose one datatype over the other if your application
is sensitive to the differences between these semantics. For example, if you want
Oracle Database to ignore trailing blanks when comparing character values, then
you must store these values in CHAR columns.

See Also: Oracle Database SQL Reference for more information on
comparison semantics for these datatypes

Representing Numeric Data with Number and Floating-Point Datatypes
The following SQL datatypes allow you to store numeric data:
u BINARY FLOAT
u BINARY DOUBLE
= NUMBER

The BINARY_ FLOAT and BINARY DOUBLE datatypes store floating-point data in
the 32-bit IEEE 754 format and the double precision 64-bit IEEE 754 format
respectively. Compared to the Oracle NUMBER datatype, arithmetic operations on
floating-point data are usually faster for BINARY FLOAT and BINARY DOUBLE.
Also, high-precision values require less space when stored as BINARY FLOAT and
BINARY DOUBLE.

In client interfaces supported by Oracle Database, arithmetic operations on
BINARY FLOAT and BINARY DOUBLE datatypes are performed by the native
instruction set supplied by the hardware vendor. The term native floating-point
datatypes is used here to refer to datatypes including BINARY FLOAT and
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BINARY DOUBLE, and to all implementations of these types in supported client
interfaces.

Floating-Point Number System Concepts

The floating-point number system is a common way of representing and
manipulating numeric values in computer systems. A floating-point number is
characterized by these components: a binary-valued sign, a signed exponent, a
significand, and a base. Its value is the signed product of its significand and the base
raised to the power of its exponent:

(-1)%8" significand - base ©Ponent

For example, the number 4.31 can be represented as (-1)°-431 - 10 2, with sign 0,
significand 431, base 10, and exponent -1.

A floating-point number format specifies how the components of a floating-point
number are represented. The choice of representation determines the range and
precision of the values the format can represent. By definition, the range is the
interval bounded by the smallest and the largest values the format can represent
and the precision is the number of digits in the significand.

Formats for floating-point values support neither infinite precision nor infinite
range. There are a finite number of bits to represent a number and only a finite
number of values that a format can represent. A floating-point number that uses
more precision than available with a given format is rounded.

A floating-point number can be represented in a binary system (one that uses base

2), as in the IEEE 754 standard, or in a decimal system (one that uses base 10), such
as Oracle NUMBER. The base affects many properties of the format, including how a
numeric value is rounded.

For a decimal floating-point number format like Oracle NUMBER, rounding is done
to the nearest decimal place (for example. 1000, 10, or 0.01). The IEEE 754 formats
use a binary format for floating-point values and round numbers to the nearest
binary place (for example: 1024, 512, or 1/64).

The native floating-point datatypes supported by the database round to the nearest
binary place, so they are not satisfactory for applications that require decimal
rounding. Use the Oracle NUMBER datatype for applications where decimal
rounding is required on floating-point data.

About Floating-Point Formats

The value of a floating-point number that uses a binary format is determined by:
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(-1)°2F (bygb; b, ... bp-l)
where
s=0orl

E = any integer between E;, and E_,,, inclusive (see Table 2-2)

min
b; = 0 or 1; the sequence of bits represents a number in base 2
The leading bit of the significand, b,, must be set (1), except for subnormal numbers

(explained later). Consequently, the leading bit is not actually stored. Consequently,
the formats provide N bits of precision, although only N-1 bits are stored.

Note: The IEEE 754 specification also defines extended
single-precision and extended double-precision formats, which are
not supported by Oracle Database.

The parameters for these formats are listed in Table 2-2, and the storage parameters
for the formats are listed in Table 2-3. The in-memory formats for single-precision
and double-precision datatypes are specified by IEEE 754.

Table 2-2  Summary of Format Parameters

Parameter Single-precision (32-bit) Double-precision (64-bit)
P 24 53

Epnin -126 -1022

E +127 +1023

max

Table 2-3  Summary of Storage Parameters

Datatype Sign bits Exponent bits  Significand bits Total bits
single-precision 1 8 24 (23 stored) 32
double-precision 1 11 53 (52 stored) 64

A significand is normalized when the leading bit of the significand is set. IEEE 754
defines denormal or subnormal values as numbers that are too small to be
represented with an implied leading set bit in the significand. The number is too
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small because its exponent would be too large if its significand were normalized to
have an implied leading bit set. IEEE 754 formats support subnormal values.
Subnormal values preserve the following property:

if: x - y == 0.0 (using floating-point subtraction)
then: x ==

Table 2—4 shows the range and precision of the required formats in the IEEE 754
standard and those of Oracle NUMBER. Range limits are expressed here in terms of
positive numbers; they also apply to the absolute value of a negative number. (The
notation "number e exponent" used here stands for number multiplied by 10 raised to
the exponent power: number - 10 ©Ponet,)

Table 2-4 Range and Precision of IEEE 754 formats

Range and Single-precision Double-precision  Oracle NUMBER
Precision 32-bit! 64-bit’ Datatype
Max positive normal 3.40282347e+38 1.7976931348623157 < 1.0e126
number e+308

Min positive normal 1.17549435e-38 2.2250738585072014 1.0e-130
number e-308

Max positive 1.17549421e-38 2.2250738585072009 not applicable
subnormal number e-308

Min positive 1.40129846¢-45 4.9406564584124654 not applicable
subnormal number e-324

Precision (decimal 6-9 15-17 38 -40

digits)

! These numbers are quoted from the IEEE Numerical Computation Guide.

See Also: Oracle Database SQL Reference

Representing Special Values with Native Floating-Point Formats

IEEE 754 allows special values to be represented. These special values are positive
infinity (+INF), negative infinity (-INF), and not-a-number (NaN). IEEE 754 also
distinguishes between positive zero (+0) and negative zero (-0). NaN is used to
represent results of operations that are undefined.

There are many bit patterns in IEEE 754 that represent NaN. Bit patterns can
represent NaN with and without the sign bit set. IEEE 754 distinguishes between
signalling NaNs and quiet NaNs. IEEE 754 specifies behavior for when exceptions
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are enabled and disabled. Oracle Database does not allow exceptions to be enabled;
the database behavior is that specified by IEEE 754 for when exceptions are
disabled. In particular, no distinction is made between signalling NaNs and quiet
NaNs. Programmers using Oracle Call Interface can retrieve NaN values from
Oracle Database; whether a retrieved NaN value is signalling or quiet is dependent
on the client platform and beyond the control of Oracle Database.

IEEE 754 does not define the bit pattern for either type of NaN. Positive infinity,
negative infinity, positive zero, and negative zero are each represented by a specific
bit pattern.

Ignoring signs, there are five classes of values: zero, subnormal, normal, infinity and
NaN. The first four classes are ordered as:

zero < subnormal < normal < infinity

In IEEE 754, NaN is unordered with other classes of special values and with itself.

Behavior of Special Values for Native Floating-Point Datatypes

When used with the database, special values of native floating-point datatypes
behave as follows:

= All NaNs are quiet.
= IEEE 754 exceptions are not raised.
= NaNis ordered:

all non-NaN < NaN

any NaN == any other NaN
s -0is converted to +0.
= All NaNs are converted to the same bit pattern.

See Also: "Comparison Operators for Native Floating-Point

Datatypes" on page 2-16 for more information on NaN compared to
other values

Rounding of Native Floating-Point Datatypes

IEEE 754 defines four rounding modes. The rounding modes are: round to nearest
(default), round to positive infinity, round to negative infinity, and round to zero. Oracle
Database supports only round to nearest mode.
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Comparison Operators for Native Floating-Point Datatypes

Comparison operators are defined for equal to, not equal to, greater than, greater than
or equal to, less than, less than or equal to, and unordered. There are special cases:

= Comparisons ignore the sign of zero (-0 is equal to, not less than, +0).

= In Oracle Database, NaN is equal to itself. NaN is greater than everything
except itself. That is, NaN == NaN and NaN > x, unless x is NaN.

See Also: "Behavior of Special Values for Native Floating-Point
Datatypes" on page 2-15 for more information on comparison
results, ordering, and other behaviors of special values

Arithmetic Operators for Native Floating-Point Datatypes

Arithmetic operators are defined for multiplication, division, addition, subtraction,
remainder, and square root. The mode used to round the result of the operation can
be defined. Exceptions can be raised when operations are performed. Exceptions
can also be disabled.

Until recently, Java required floating-point arithmetic to be exactly reproducible.
IEEE 754 does not require such behavior. IEEE 754 allows for the result of
operations, including arithmetic, to be delivered to a destination that uses a range
greater than that used by the operands to the operation. The result of a
double-precision multiplication can be computed at an extended double-precision
destination. When this is done, the result must be rounded as if the destination were
single-precision or double-precision. However, the range of the result (the number
of bits used for the exponent) can use the range supported by the wider (extended
double-precision) destination. This may result in a double-rounding error in which
the least significant bit of the result is incorrect.

This can only occur for double-precision multiplication and division on hardware
that implements the IA-32 and IA-64 instruction set architecture. Thus, with the
exception of this case, arithmetic for these datatypes will be reproducible across
platforms. When the result of a computation is NaN, all platforms will produce a
value for which IS NAN is true. However, all platforms do not have to use the same
bit pattern.

Conversion Functions for Native Floating-Point Datatypes

Functions are defined that convert between floating-point and other formats,
including string formats that use decimal precision. Precision may be lost during

2-16 Oracle Database Application Developer's Guide - Fundamentals



Representing Numeric Data with Number and Floating-Point Datatypes

the conversion. Exceptions can be raised during conversion. The following
conversions can be done:

float to double

double to float

float/double to decimal (string)

decimal (string) to float/double
float/double to integer valued float/double

Exceptions for Native Floating-Point Datatypes

The IEEE 754 specification defines the following exceptions that can be thrown:
invalid, inexact, divide by zero, underflow, and overflow. Oracle Database does not raise
these exceptions for native floating-point datatypes. Generally, situations that
would raise an exception produce the following values:

Exception Value
Underflow 0

Overflow -INF, +INF
Invalid Operation NaN

Divide by Zero -INF, +INF, NaN
Inexact any value —

rounding was
performed
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Client Interfaces for Native Floating-Point Datatypes

Support for native floating-point datatypes is implemented in the following client

interfaces:
= SQL
« PL/SQL
« OCI
= OCCI
»  Pro*C/C++
= JDBC

SQL Native Floating-Point Datatypes

The SQL datatypes BINARY FLOAT and BINARY DOUBLE implement native
floating-point datatypes in the SQL environment. A number of SQL functions are
provided that operate on these datatypes. BINARY FLOAT and BINARY DOUBLE
are supported wherever an expression (expr) appears in SQL syntax.

See Also: Oracle Database SQL Reference for details on SQL
functions and the implementation of these datatypes

OCI Native Floating-Point Datatypes SQLT_BFLOAT and SQLT_BDOUBLE

The Oracle Call Interface (OCI) application programming interface (API)
implements the IEEE 754 single precision and double precision native floating-point
datatypes with the datatypes SQLT BFLOAT and SQLT BDOUBLE respectively.

Conversions between these types and the SQL types BINARY FLOAT and BINARY
DOUBLE are exact on platforms that implement the IEEE 754 standard for the C
datatypes £loat and double.

See Also: Oracle Call Interface Programmer’s Guide
Native Floating-Point Datatypes Supported in Oracle OBJECT Types

The SQL datatypes BINARY FLOAT and BINARY_ DOUBLE are supported as
attributes of Oracle OBJECT types.
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Pro*C/C++ Support for Native Floating-Point Datatypes

s Pro*C/C++ supports the native £1oat and native double datatypes using the
column datatypes BINARY FLOAT and BINARY DOUBLE. These datatypes can
be used in the same way the Oracle NUMBER datatype is used. You can bind the
native C/C++ datatypes £1loat and double to BINARY FLOAT and BINARY
DOUBLE types respectively. To do so, set the Pro*C/C++ precompiler command
line option NATIVE TYPES to Y (yes) when you compile your application.

Storing Data Using the NUMBER Datatype

Use the NUMBER datatype to store real numbers in a fixed-point or floating-point
format. Numbers using this datatype are guaranteed to be portable among different
Oracle Database platforms, and offer up to 38 decimal digits of precision. You can
store positive and negative numbers of magnitude 1 x 10"*° through 9.99 x10'%, as
well as zero, in a NUMBER column.

You can specify that a column contains a floating-point number, for example:
distance NUMBER

Or, you can specify a precision (total number of digits) and scale (number of digits
to the right of the decimal point):

price NUMBER (8, 2)

Although not required, specifying precision and scale helps to identify bad input

values. If a precision is not specified, the column stores values as they are provided.
Table 2-5 shows examples of how data different scale factors affect storage.

Table 2-5 How Scale Factors Affect Numeric Data Storage

Input Data Specified As Stored As

7,456,123.89 NUMBER 7456123.89

7,456,123.89 NUMBER (9) 7456124

7,456,123.89 NUMBER (9,2) 7456123.89

7,456,123.89 NUMBER (9,1) 7456123.9

7,456,123.89 NUMBER (6) (not accepted; value exceeds precision)
7,456,123.89 NUMBER (7, -2) 7456100
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See Also: Oracle Database Concepts for information about the
internal format for the NUMBER datatype

Representing Date and Time Data

Use the DATE datatype to store point-in-time values (dates and times) in a table. The
DATE datatype stores the century, year, month, day, hours, minutes, and seconds.

Use the TIMESTAMP datatype to store values that are precise to fractional seconds.
For example, an application that must decide which of two events occurred first
might use TIMESTAMP. An application that needs to specify the time for a job to
execute might use DATE.

Because TIMESTAMP WITH TIME ZONE can also store time zone information, it is
particularly suited for recording date information that must be gathered or
coordinated across geographic regions.

Use TIMESTAMP WITH LOCAL TIME ZONE when the time zone is not significant.
For example, you might use it in an application that schedules teleconferences,
where participants each see the start and end times for their own time zone.

The TIMESTAMP WITH LOCAL TIME ZONE type is appropriate for two-tier
applications where you want to display dates and times using the time zone of the
client system. It is generally inappropriate in three-tier applications such as those
involving a Web server, because data displayed in a Web browser is formatted
according to the time zone of the Web server, not the time zone of the browser. (The
Web server is the database client, so its local time is used.)

Use INTERVAL DAY TO SECOND to represent the precise difference between two
DATETIME values. For example, you might use this value to set a reminder for a
time 36 hours in the future, or to record the time between the start and end of a race.
To represent long spans of time, including multiple years, with high precision, you
can use a large value for the days portion.

Use INTERVAL YEAR TO MONTH to represent the difference between two
DATETIME values, where the only significant portions are the year and the month.
For example, you might use this value to set a reminder for a date 18 months in the
future, or check whether 6 months have elapsed since a particular date.

Oracle Database uses its own internal format to store dates. Date data is stored in
fixed-length fields of seven bytes each, corresponding to century, year, month, day,
hour, minute, and second.
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Date Format

See Also: Oracle Call Interface Programmer’s Guide for a complete
description of the Oracle Database internal date format

For input and output of dates, the standard Oracle Database default date format is
DD-MON-RR. For example:

'13-NOV-92'

To change this default date format on an instance-wide basis, use the NLS DATE
FORMAT parameter. To change the format during a session, use the ALTER SESSION
statement. To enter dates that are not in the current default date format, use the TO
DATE function with a format mask. For example:

TO_DATE ('November 13, 1992', 'MONTH DD, YYYY')

See Also: Oracle Database Concepts for information about Julian
dates. Oracle Database Julian dates might not be compatible with
Julian dates generated by other date algorithms.

Be careful using a date format like DD-MON-YY. The YY indicates the year in the
current century. For example, 31-DEC-92 is December 31, 2092, not 1992 as you might
expect. If you want to indicate years in any century other than the current one, use a
different format mask, such as the default RR.

Checking If Two DATE Values Refer to the Same Day

To compare dates that have time data, use the SQL function TRUNC to ignore the
time component.

Displaying the Current Date and Time
Use the SQL function SYSDATE to return the system date and time.

Setting SYSDATE to a Constant Value

The FIXED DATE initialization parameter lets you set SYSDATE to a constant,
which can be useful for testing.

Printing a Date with BC/AD Notation

SQL> -- By default, the date is printed without any BC or AD qualifier.
SQL> SELECT SYSDATE FROM DUAL;
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Time Format

SYSDATE

24-JAN-02

SQL> -- Adding BC to the format string prints the date with BC or AD
SQL> -- as appropriate.

SQL> SELECT TO_CHAR(SYSDATE, 'DD-MON-YYYY BC') FROM DUAL;

TO_CHAR (SYSDAT

24-JAN-2002 AD

Time is stored in 24-hour format, HH24 : MI: SS. By default, the time in a DATE
column is 12:00:00 A.M. (midnight) if no time portion is entered, or if the DATE is
truncated. In a time-only entry, the date portion defaults to the first day of the
current month. To enter the time portion of a date, use the TO_DATE function with a
format mask indicating the time portion, as in:

INSERT INTO Birthdays tab (bname, bday) VALUES
('ANNIE‘,TO_DATE('13—NOV—92 10:56 A.M.', 'DD-MON-YY HH:MI A.M.'));

Note: You may need to set up the following data structures for
certain examples to work:

CREATE TABLE Birthdays tab (Bname VARCHAR2 (20),Bday DATE)

Performing Date Arithmetic

Oracle Database provides a number of features to help with date arithmetic, so that
you do not need to perform your own calculations on the number of seconds in a
day, the number of days in each month, and so on.

Some useful functions include:
n ADD_MONTHS

n SYSDATE

n SYSTIMESTAMP

= TRUNC. When applied to a DATE value, it trims off the time portion so that it
represents the very beginning of the day (the stroke of midnight). By truncating
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two DATE values and comparing them, you can check whether they refer to the
same day. You can also use TRUNC along with a GROUP BY clause to produce
daily totals.

Arithmetic operators such as + and -.

INTERVAL datatype. To represent constants when performing date arithmetic,
you can use the INTERVAL datatype rather than performing your own
calculations. For example, you might add or subtract INTERVAL constants from
DATE values, or subtract two DATE values and compare the result to an
INTERVAL.

Comparison operators such as >, <, =, and BETWEEN.

Converting Between Datetime Types
Some useful functions include:

EXTRACT
NUMTODSINTERVAL
NUMTOYMINTERVAL

TO_DATE (and its opposite, TO_CHAR)
TO_DSINTERVAL

TO_TIMESTAMP

TO_TIMESTAMP_ TZ

TO_YMINTERVAL

See Also:  Oracle Database SQL Reference for full details about each
function

Handling Time Zones

Oracle Database provides a number of functions to help with calculations involving
time zones. For example, TO_ DATE does not work with values of type TIMESTAMP
WITH TIME ZONE; you mustuse TO_TIMESTAMP TZ instead.

Some useful functions include:

CURRENT_DATE
CURRENT_TIMESTAMP

DBTIMEZONE
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= EXTRACT

= FROM TZ

= LOCALTIMESTAMP
» SESSIONTIMEZONE
» SYS_EXTRACT UTC
= SYSTIMESTAMP

= TO TIMESTAMP TZ

See Also:  Oracle Database SQL Reference

Importing and Exporting Datetime Types

TIMESTAMP WITH TIME ZONE and TIMESTAMP WITH LOCAL TIME ZONE
values are always stored in normalized format, so that you can export, import, and
compare them without worrying about time zone offsets. DATE and TIMESTAMP
values do not store an associated time zone, and you must adjust them to account
for any time zone differences between source and target databases.

Establishing Year 2000 Compliance

An application must satisfy the following criteria to meet the requirements for Year
2000 (Y2K) compliance:

»  Process date information before, during, and after 1st January 2000 without
error. This entails accepting date input, providing date output, storing date
information and performing calculation on dates or portions of dates.

= Provide services as published in its documentation before, during and after 1st
January 2000 without changes in operation resulting from the advent of the new
century.

= Respond to two-digit date input in a way that resolves ambiguity as to the
century in a clearly defined manner.

= Manage the leap year occurring in the year 2000 according to the
quad-centennial rule.

These criteria are a superset of the Year 2000 conformance requirements set out by
the British Standards Institute in DISC PD-2000-1, A Definition of Year 2000
Conformity Requirements.
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You can warrant your application as Y2K compliant only if you have validated its
conformance at all three of the following system levels:

s Hardware

= System software, including databases, transaction processors and operating
systems

= Application software, from third parties or developed in-house

Oracle Server Year 2000 Compliance

The Oracle Server is Year 2000 compliant. Oracle's Development Organization has
conducted tests of various Year 2000 operational scenarios to verify that there is no
impact to users with respect to the year 2000. These scenarios included tests of
replication, point-in-time recovery, distributed transactions. System management
and networking features across time zones / datelines / centuries have also been
tested.

Oracle's Year 2000 product compliance does not eliminate the need for you to test
your own applications. Most importantly, your application software must be tested
on Oracle Database to ensure that operations having to do with the year 2000
perform as promised. This test is critical even if the application software is certified
to be Year 2000 compliant, because there are no universal protocol definitions that
can guarantee conformance without such testing.

Centuries and the Year 2000

Oracle Database stores year data with the century information. For example, it
stores 1996 or 2001, and not just 96 or 01. The DATE datatype always stores a
four-digit year internally, and all other dates stored internally in the database also
have four digit years. Oracle Database utilities such as import, export, and recovery
also deal properly with four-digit years.

Applications that use Oracle Database (version 7 or later) and exploit the DATE
datatype (for dates or dates with time values) need have no concerns about their
stored data and the year 2000. Beginning with Oracle Database version 7, the DATE
datatype stores date and time data to a precision that includes a four digit year and
a time component down to seconds (typically 'YYYY:MM:DD:HH24 :MI:SS')

However, some applications might be written with an assumption about the year
(such as assuming that everything is 19xx). Such an application might hand over a
two-digit year to the database, and the procedures that Oracle Database uses for
determining the century could be different from what the programmer expects (see
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"Troubleshooting Y2K Problems in Applications" on page 2-29). For this reason, you
should review and test your code with regard to years in different centuries.

Examples of The RR Date Format

The RR date format element of the TO_DATE and TO_CHAR functions allows a
database site to default the century to different values depending on the two-digit
year, so that years 50 to 99 default to 19xx and years 00 to 49 default to 20xx.
Therefore, regardless of the current century at the time the data is entered, the RR
format will ensure that the year stored in the database is as follows:

s If the current year is in the second half of the century (50 - 99), and a two-digit
year between 00 and 49 is entered, this will be stored as a "next century" year.
For example, 02 entered in 1996 will be stored as 2002.

s If the current year is in the second half of the century (50 - 99), and a two-digit
year between 50 and 99 is entered, this will be stored as a "current century"
year. For example, 97 entered in 1996 will be stored as 1997.

»  If the current year is in the first half of the century (00 - 49), and a two-digit year
between 00 and 49 is entered, this will be stored as a "current century" year.
For example, 02 entered in 2001 will be stored as 2002.

s If the current year is in the first half of the century (00 - 49), and a two-digit year
between 50 and 99 is entered, this will be stored as a "previous century" year.
For example, 97 entered in 2001 will be stored as 1997.

The RR date format is available for inserting and updating DATE data in the
database. It is not required for retrieval or query of data already stored in the
database as Oracle Database has always stored the YEAR component of a date in its
four-digit form.

Here is an example of the RR usage:
INSERT INTO employees (employee id, department id, hire date) VALUES
(9999, 20, TO DATE(’01-jan-03’, ’'DD-MON-RR’));

INSERT INTO employees (employee id, department id, hire date) VALUES
(8888, 20, TO DATE(’'0l1-jan-67', 'DD-MON-RR'));

SELECT employee id, department id,

TO_CHAR (hire date, ’'DD-MON-YYYY’) hire date
FROM employees;
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Examples of The CC Date Format

The cC date format element of the TO CHAR function returns the century of a given
date. For example:

SELECT TO_CHAR(TO DATE('01-JAN-2000', 'DD-MON-YYYY'),'CC') CENTURY FROM DUAL;

CENTURY

SELECT TO_CHAR(TO DATE('01-JAN-2001', 'DD-MON-YYYY'),'CC') CENTURY FROM DUAL;

CENTURY

The cC date format element of the TO CHAR function sets the century value to one
greater than the first two digits of a four-digit year (for example, 20 from 1900). For
years that are a multiple of 100, this is not the true century. Strictly speaking, the
century of year 1900 is not the twentieth century (which began in 1901) but rather
the nineteenth century.

The following workaround computes the correct century for any Common Era (CE,
formerly known as AD) date. If Hiredate is a CE date for which you want the true
century, use the following expression:

SELECT DECODE (TO_CHAR (Hiredate, 'YY'),
'00', TO_CHAR (Hiredate - 366, 'CC'),
TO CHAR (Hiredate, 'CC')) FROM Emp_tab;

This expression works as follows: Get the last two digits of the year. If these are 00,
then this is a year in which the Oracle Database century is one year too large, so
compute a date in the preceding year (whose Oracle Database century is the desired
true century). Otherwise, use the Oracle Database century.

See Also: Oracle Database SQL Reference for more information
about date format codes

Storing Dates in Character Datatypes

Where applications store date values in CHAR or VARCHAR2 datatypes, and the
century information is not maintained. You will need to modify the application to
include routines to ensure that such dates are treated appropriately when affected
by the change in century. You can do this by changing the strings to maintain
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century information or, with certain constraints, by using the RR date format when
interpreting the string as a date.

If you are creating a new application, or if you are modifying an application to
ensure that dates stored as character strings are Year 2000 compliant, convert
character datatype dates to the DATE datatype. If this is not feasible, store the dates
in a form that is language- and format-independent, and that handles full years. For
example, use SYYYY/MM/DD plus the time element as HH24 : MI : SS if necessary.
Note that dates stored in this form must be converted to the correct external format
whenever they are received or displayed.

The format SYYYY/MM/DD HH24 :MI: SS has the following advantages:
» Itislanguage-independent in that the months are numeric.
= It contains the full four-digit year, so centuries are explicit.

= The time is represented fully. Since the most significant elements occur first,
character-based sort operations process the dates correctly.

The s format mask prefixes BC dates with "-".

Viewing Date Settings
The following views let you verify what your date settings are:
= VSNLS_ DATABASE PARAMETERS shows instance-wide Globalization Support

parameters, whether or not the values were explicitly declared in the
initialization parameter file.

= NLS_ SESSION_ PARAMETERS shows current session values, which may have
been changed by ALTER SESSION.

To see the available values for time zone region and time zone abbreviation, you can
query the view VSTIMEZONE NAMES.

A format mask is a character that describes the format of DATE or NUMBER data
stored in a character string. You may use the format model as an argument of the
TO_CHAR or TO_DATE function for one of the following:

= To specify the format for Oracle Database to use in returning a value.

= To specify the format for a value you have specified for Oracle Database to
store.

Note: The format mask does not change the internal
representation of the value in the database.
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Altering Date Settings

You may set the date format in your environment or the default date format for the
entire database. If you set the format in your environment, it will override any
initialization settings.

Change the NLS DATE FORMAT parameter settings in the following order:

1. Set the Client side, such as the Windows NT registry and Unix environment
variables.

2. Set the session using ALTER SESSION SET NLS DATE FORMAT. To change
the date format for the session, issue the following SQL command:

ALTER SESSION SET NLS_DATE FORMAT = 'DD-MON-RR'
3. Set the Server using the NLS_DATE FORMAT parameter in your initialization

file, init . ora. To change the default date format for the entire database, edit
file init.ora to include the following

NLS DATE FORMAT = DD-MON-RR

The NLLS_DATE FORMAT setting relies on this order. For a client/server application,
NLS_ DATE FORMAT must be set on both the server and the client.

Caution: Changing this parameter at the database level will change
all existing date fields, as described. Make changes at the session
level, unless all users and all currently running applications process
dates in the range 1950-2049.

Troubleshooting Y2K Problems in Applications

In this section we describe some common programming problems around Y2K
compliance. These problems may seem to derive from incorrect Year 2000
processing by the database engine, but on closer inspection they are seen to arise
from incorrect use of Oracle Database technology.

Y2K Example: Date Columns Too Short

Your application may have defined the year of a date using a column of CHAR (2)
or NUMBER (2) in order to save disk space. This can lead to unpredictable results
when 20xx dates are mixed with 19xx dates. To resolve this, modify your
application to use the full 4-digit year.
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Y2K Example: 4-Digit Years Mixed with 2-Digit Years

Your application may be designed to store a 4-digit year, but the code may allow for
the incorrect storage of 2-digit year rows with the 4-digit year rows. This will lead to
unpredictable results for queries by date if the date columns contains dates earlier
than 1900. To deal with this problem, have your application check for rows that
contain dates earlier than 1900, and then adjust for this.

Y2K Example: Wide Range of Years Stored as Two Digits

Examine your applications to determine if it processes dates prior to 1950 or later
than 2049, and stores the year as only two digits. If both conditions are met, your
application should not use the RR format, but should instead expand the 2-digit
year YY into a 4-digit year YYYY, and store the 4-digit year in the database.

Y2K Example: Handling Feb. 29, 2000

The following unusual error helps illuminate the interaction between NLS_DATE
FORMAT and the Oracle Database RR format mask. The following is a syntactically
correct statement, but it contains a logical flaw:

SELECT TO_CHAR(TO_DATE (LAST DAY ('01-FEB-00'),'DD-MON-RR'), 'MM/DD/RRRR')
FROM DUAL;

This query returns 02/28/2000. This is consistent with the defined behavior of the
RR format mask, but it is incorrect because the year 2000 is a leap year.

The problem is that the operation is using the default NLS_DATE FORMAT, which is
DD-MON-YY. If the NLS DATE_ FORMAT is changed to DD-MON-RR, then the same
select returns 02/29/2000, which is the correct value.

Let us evaluate the query asOracle Database does. The first function processed is
the innermost function, LAST DAY. Because NLS_DATE FORMAT is YY, this correctly
returns 2 /28, because it is using the year 1900 to evaluate the expression. The value
2/28 is then returned to the next outer function. So, the TO DATE and TO CHAR
functions format the val